**Java Full Stack Training Notes**

**Day 1**

**11/01/2020**

**Database :**

Program :

Input : Data

Process : Business rules

Output :Data

1 File based system

2 Database System

Limitation of File base system

1. Data Redundancy (Storing same records or duplicate records)
2. Data inconsistency (format of the file)
3. Data Security (read or write mode)

.txt

Employee.txt

Id,name,Salary

1,Ravi,12000

2,Ramesh,1400

Employee.txt

Id name Salary

1 Ravi 12000

2 Ramesh 1400

.doc

.pdf

**Database :**

Data : row fact

Information : Processed data or meaningful data.

Database : Storing data and information in proper format like table.

DBMS :Database Management System. It is a software which help to store the data in a table format.

Excel sheet is a small DBMS.

Employee – Table

Columns

Id Name Salary Row

1 Ravi 12000

2 Ramesh 14000

Database Model

Hierarchical Model

Network Model

RDBMS

Relational model

TrainerStudentRecords

TId TName Tech Sid SName Age

1 Raj Java 100 Seeta 21

1 Raj Java 101 Meeta 22

1 Raj Java 102 Leeta 23

2 Ravi Python 103 Keeta 24

2 Ravi Python 104 Veeta 25

Trainer

PK

Tid TName Tech

1 Raj Java

2 Ravi Python

Student

PK FK

Sid SName Age TSId

100 Seeta 21 1

101 Meeta 22 1

102 Veeta 23 2

103 Leeta 24 null

104 Teeta 25 3 Error

RDBMS : Table is known as Relation

Column is known as Attribute

Row is known as Tuple or records

1970

Dr EF Codd’s Rules

12 Rules start from 0 to 11

RDBMS

RDBMS Company

Oracle Oracle

MySQL Sun Microsystem (Oracle)

SQL Server

2020/19 Microsoft

Db2 IBM

SQL : Structure Query Language

5 types

1. DRL or DQL (Data Query Language or Data Retrieval Language)
   1. Select Clause
2. DDL : Data Definition Language
   1. Create, Drop, Alter , Truncate , rename
3. DML : Data Manipulation Language
   1. Insert , Delete and Update
4. TCL : Transaction Control Language
   1. Commit, rollback and savepoint
5. DCL : Data Control Language
   1. Grant and revoke

Oracle :

MySQL :

90% SQL Query

**Oracle :**

In Oracle Database Login itself is database.

**scott : username**

**By default oracle database username is scott/admin/oracle etc**

**Scott username**

**Tiger password**

**select \* from tab;** tab is pre-defined table provided by oracle database to check all pre-defined as well as user-defined tables.

MySQL/db2/sql server

**create database databaseName;**

**show databases;**

**use databaseName;**

**show tables;**

**DRL or DQL**

**use test**

**show tables**

**select \* from tableName;**

select \* from employees;

select \* from departments;

select \* from locations;

to check the table structure

**desc tableName;**

desc employees;

display specific columns

select columnname,columname from tableName;

**columnName alias**

select employee\_id as emp\_id, first\_name as f\_name, last\_name as l\_name from employees;

select first\_name,last\_name,concat(first\_name,last\_name) as Full\_name ,salary,salary+1000 as GrossSalary from employees;

Employee\_Id, FullName, Basic\_Salary, HRA, DA, PF, GrossSalary

**1st Assignment**

Full\_name --- First\_name and Last\_name

Salary --- Basic\_Salary

HRA –10%

DA – 5%

PF – 7%

GrossSalary – Salary +HRA + DA – PF

**Filter the Data**

Where clause

Select \* from tableName;

Select columnName,columName from tableName 🡪 filter the columns

1. Relational Operators

Select \* from tableName where columnName RO Value

>

>=

<

<=

= (is a equal Operator in SQL)

!= or <>

select \* from employees where salary > 10000;

select \* from employees where salary <> 17000;

1. Between operator (range of records)

Select \* from tableName where columnName between min and max

Select first\_name from employees where salary between 5000 and 10000

MySQL default date format is yyyy-mm-dd

Oracle default date format is dd-mon-yy

Display all employee first\_name and salary where hire date between 1990 to 1995.

1. In operator (specific more than one values)

Select \* from tableName where columName in (v1,v2,v3);

select first\_name,salary,hire\_date from employees where job\_id in('IT\_PROG','ST\_MAN');

select first\_name,salary,hire\_date from employees where employee\_id in(100,120,10000);

1. Like operator

Select \* from employees where first\_name like ‘Steven’;

Select \* from employees where first\_name = ‘Steven’;

Start with **S** Character ‘

Select \* from employees where first\_name like ‘S%’;

End with **a** character

Select \* from employees where first\_name like ‘%a’;

Contains **e** character

Select \* from employees where first\_name like ‘%e%’;

% zero or infinity

\_ any single character

Start with **L** as first character, second may be anything and third character must be **u**

select first\_name from employees where first\_name like 'L\_u%';

1. is null

select first\_name,salary,commission\_pct from employees where commission\_pct is null;

select first\_name,salary,commission\_pct from employees where commission\_pct is not null;

**Logical operators**

1. and
2. or
3. not

**Not**

select \* from employee where salary between 10000 and 20000

select \* from employee where salary not between 10000 and 20000

select \* from employee where job\_id in(‘IT\_PROG’,’ST\_MAN’)

select \* from employee where job\_id not in(‘IT\_PROG’,’ST\_MAN’)

select \* from employee where first\_name like ‘Steven’;

select \* from employee where first\_name not like ‘Steven’;

**and**

select first\_name from employees where salary > 12000 and department\_id=90;

**or**

select first\_name from employees where salary > 12000 or department\_id=90;

**Order by clause**

This clause mainly use to sort the records ascending or descending order.

Select \* from tableName order by columnName asc/desc

By default asc consider

select first\_name,salary from employees order by salary;

select first\_name,salary from employees order by salary asc;

select first\_name,salary from employees order by salary desc;

select first\_name,salary from employees where employee\_id between 110 and 150 order by salary desc;

Multi sort

select first\_name,department\_id,salary from employees order by department\_id desc,salary asc;

**Joins :** Joining is use to retrieve more than one columns from more than one table with or without conditions.

Create table table1(srno int, name varchar(10), salary float);

Insert into table1 values(1,’Ravi’,12000);

Insert into table1 values(2,’Ram’,14000);

Create table table2(accno int, name varchar(10), amount float);

Insert into table2 values(100,’Ravi’,500);

Insert into table2 values(101,’Ramesh’,1000);

1. **Cartesian product :**

Select columnname1,columnname2…… from table1, table2…. Tablen

M\*N

select srno,salary,accno,amount from table1,table2;

**Table Name with common columns**

select table1.srno,table1.salary,table1.name,table2.accno,table2.amount from table1,table2;

**Table alias**

select t1.srno,t1.salary,t1.name,t2.accno,t2.amount from table1 t1,table2 t2;

**Equi Join using where clause**

select t1.srno,t1.salary,t1.name,t2.accno,t2.amount from table1 t1,table2 t2 where t1.name = t2.name;

Common records

Left Outer Join : Left table remaining records + common records

select t1.srno,t1.salary,t1.name,t2.accno,t2.amount from table1 t1,table2 t2 where t1.name = (+)t2.name; **In oracle database**

Right Outer Join : right Table remaining records + common records

select t1.srno,t1.salary,t1.name,t2.accno,t2.amount from table1 t1,table2 t2 where t1.name(+) = t2.name; **In oracle database**

**Inner Join using on clause**

select t1.srno,t1.salary,t1.name,t2.accno,t2.amount from table1 t1 inner join table2 t2 on t1.name = t2.name;

**Left Outer join**

select t1.srno,t1.salary,t1.name,t2.accno,t2.amount from table1 t1 left outer join table2 t2 on t1.name = t2.name;

**Right Outer join**

select t1.srno,t1.salary,t1.name,t2.accno,t2.amount from table1 t1 right outer join table2 t2 on t1.name = t2.name;

**FK = PK**

**De-Normalization**

Employee

Id Name

10

Project 5 employee – 5 project

Pid ProjectName

10

**Normalization**

First\_name,Salary,Department\_name

select emp.employee\_id,emp.first\_name,emp.salary,dept.department\_name from employees emp, departments dept where emp.department\_id = dept.department\_id;

First\_name, Department\_name, City

Where clause

On clause

**Self Join** : Joining the same table itself is known as Self join

select emp1.employee\_id,emp1.first\_name,emp1.job\_id,emp2.first\_name,emp2.job\_id from employees emp1, employees emp2 where emp1.manager\_id = emp2.employee\_id;

**MySQL functions**

Function : It contains set of instruction to perform a specific task.

Database Function : Function take one or more parameter and return output or results.

2 types of

1. Pre-defined function
2. User-defined function (PL SQL).

Pre-defined functions

1. Single row function : The output or result apply for every records independently.
2. **String functions**

select **upper**(first\_name),**lower**(first\_name),**concat**(first\_name,' ',last\_name),**length**(first\_name) from employees;

nested function

select **length(concat**(first\_name,' ',last\_name)) from employees;

select **substring**(first\_name,2,2) from employees;

1. **Date functions**

select upper('raj deep'),curdate(),sysdate();

select datediff('2021-01-11','2021-01-05');

select datediff(curdate(),'2021-01-05');

select date\_format(curdate(),'%d-%m-%y');

1. **Maths functions**

select ceil(10.1),ceil(10.9),floor(10.1),floor(10.9);

select round(2356.4578,2);

select truncate(2356.4578,2)

1. Multi row function : The output or result apply for all records depending upon the group.

**Aggregate Functions**

sum(), count(), max(), min(), avg() etc

select sum(salary) as TotalSalary from employees;

select avg(salary) as AvgSalary,max(salary) as MaxSalary,min(salary) as MinSalary from employees;

select count(commission\_pct),count(manager\_id),count(employee\_id) from employees;

select count(\*), count(employee\_id) from employees;

**group by clause**

select aggregatefunction from tableName group by columnName(FK)

select sum(salary) from employees group by department\_id;

select department\_id,sum(salary) from employees group by department\_id;

**Where clause**

It is before group by

Condition apply for every individual records

Where clause we can use without group by

**Having clause**

After group by clause

Conditions apply for group by records.

But having clause we have to use with group by clause

select department\_id,sum(salary) from employees where department\_id is not null group by department\_id having sum(salary) > 50000 order by department\_id desc;

**Git : Sub Version Control System**

**Centralized repository**

Github :

Code commit : AWS

Azure

Google cloud

Oracle Cloud

DevOps tools
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**DDL :**

**Create table**

**Syntax**

**Create table tableName(columnName dataType1,**

**columnName dataType2,**

**columnName datatTypen)**

**Emp**

**Id Name Salary**

**int varchar(10) float**

**Oracle : number(10), number(10,2)**

**create table emp(id int,name varchar(10), salary float);**

**DML :**

Insert into tableName(columnName1,columnName2,columnName3) values(v1,v2,v3);

insert into emp(id,name,salary) values(1,'Ravi',12000);

insert into emp values(2,'Ramesh',14000);

insert into emp(id,name) values(3,'Raju');

insert into emp values(4,'Ajay',null);

insert into emp(id) values(5);

insert into emp values(6,null,null);

insert into emp(name,id,salary) values('Dinesh',7,22000);

**Delete Query**

delete from tableName; : all records

**delete from emp;**

Delete with where clause

Delete from tableName where clause

**delete from emp where id=1;**

**delete from emp where name like ‘Ravi’;**

**delete from emp where salary between 2000 and 5000;**

**update Query**

syntax

update tableName set columnName = value;

update emp set salary = 20000; update salary for all employee

update with where clause

update tableName set columnName = value where clause

update emp set salary = 20000 where id=2;

update emp set name=’Ravi Kumar’ where name like ‘Ravi’;

update emp set salary = 22000 where salary = 18000;

DDL

Create

Drop

Drop table tableName ;

drop table sample;

**drop table sample;**

it will remove all records as well as table structure.

Truncate

Truncate table tableName;

It remove all records from table but maintains the table structure.

**truncate table sample**

delete

1. It is a part of DML
2. Using delete we can use where clause
3. Without where clause delete all records but maintains table structure.
4. We can use TCL commands.

truncate

1. It is part of DDL
2. We can’t use where clause
3. Delete all records but maintains table structure.
4. We can’t use TCL commands.

drop

1. It is part of DDL
2. Remove all records as well as table structure.

Alter command

1. Add column

alter table emp add desg varchar(2);

1. Modify column

alter table emp modify desg varchar(10);

1. Rename the column

alter table emp rename column desg to designation;

1. Change the tableName

alter table emp rename to empdetails;

1. Drop column

alter table empdetails drop column designation;

DDL

DML

Online shopping

Online Examination

custId,custName,age,phnumber,accnumber,typeofaccount,amount,pid,productName,price,mgrId,managerName,phnumber etc

**Single table**

**Super keys**

**Any one**

custId PK

accNumber, unique

phNumber, unique

mgrid unique

pid unique Candidate keys

CustId,CustName : super key but not candidate key

CustName not super key not a candidate key

CustId : is super key as well as candidate key

cusId,mgrId,

custId,Pid

custId,Pdi,mgrId

custId,phNumber

custid,phNumber,pid,

etc

**Candidate keys**

custid,phNumber,pid

phNumber,Pid

Pid CK

PhNumber CK

CustId,CustName :Super key

CustName :not CK

CustId :CK

MySQL

auto\_increment : generate the numbers one by one

Oracle

sequence: using this they generate auto increment number.

**🡨-PK-🡪(ProductId,customerId):**

**ProductId, CustomerId Price**

A X 10

A Y 20

B X 20

B Y 40

A X 50 Error

Composite primary key

**Constraints :** It is use to restrict the user to insert the invalid data in table.

1. Not null
2. Unique
3. Default
4. enum
5. Primary key
6. Foreign key
7. Check constraints : it doesn’t support.

EmpDetails

PK not null male/female unique IBM

EmpId FName Age gender phnumber Company

create table empdetails(

empid int primary key,

fname varchar(10) not null,

age int,

gender enum('male','female'),

phnumber int unique,

company varchar(10) default 'IBM');

**Relationship : Using Primary key and foreign key**

4 types

One means primary key and many foreign key

1. **One – to – many : Trainer -- Student**
2. **Many – to – one : Employee -- Project**
3. One – to one : Person -- Passport
4. Many – to – Many : Students -- Technologies

ER Diagram : Entity Relationship Diagram

One – to – Many

Trainer

PK

TId TName Tech

Column Level

**create table trainer(tid int primary key,tname varchar(10) not null,tech varchar(10) not null);**

Table Level

**create table trainer(tid int, tname varchar(10) not null, tech varchar(10) not null, constraint t\_pk primary key(tid));**

Student

PK FK

Sid SName Age TSId

**create table student(sid int primary key,sname varchar(10) not null,age int,tsid int references trainer(tid)); Not consider as FK in mysql but consider as In Oracle.**

Table Level

**create table student(sid int,**

**sname varchar(10) not null,**

**age int, tsid int,**

**constraint s\_pk primary key(sid),**

**constraint ts\_fk foreign key(tsid) references trainer(tid));**

**create table trainer(tid int,**

**tname varchar(10) not null,**

**tech varchar(10) not null,**

**constraint t\_pk primary key(tid));**

**Drop Foreign key**

alter table student drop foreign key ts\_fk;

**Add foreign key on student table after table created with records**

alter table student add constraint ts\_fk foreign key(tsid) references trainer(tid);

**Drop the primary key**

alter table student drop primary key;

**Add the primary key after table created with records (records must be unique)**

alter table student add constraint s\_pk primary key(sid);

**Keys**

Constraints

**One to One**

Person

create table person(pid int, pname varchar(10), primary key(pid));

1 Raj

Passport

1

create table passport(ppid int, typeof varchar(10),primary key(ppid),foreign key(ppid) references person(pid));

One – to – One (primary key and foreign key)

Many to – Many

Students SkillSets

Sid PK SSId PK

SName SkillName

create table students(sid int,sname varchar(10), primary key(sid));

create table skillset(ssid int,skillname varchar(10), primary key(ssid));

One – to – many bidirectional is known as many – to – many relationship.

Third table

Maintain the relationship

create table students(sid int,sname varchar(10), primary key(sid));

1. Ravi
2. Ramesh

create table skillset(ssid int,skillname varchar(10), primary key(ssid));

100 Java

101 Python

102 Angular

create table students\_skillset(

sss\_id int primary key auto\_increment, 1,2,3,4,

s\_ss\_id int, FK

ss\_s\_id int, FK

foreign key(s\_ss\_id) references skillset(ssid),

foreign key(ss\_s\_id) references students(sid));

1, 100, 1

2,101, 1

3, 102, 1

4, 100, 2

5,101, 2

**On delete cascade**

alter table student add constraint ts\_fk foreign key(tsid) references trainer(tid) on delete cascade;

**On Update cascade**

alter table student add constraint ts\_fk foreign key(tsid) references trainer(tid) on update cascade;

**On delete set null**

**On update set null**

Check constraints syntax

**create table sample(id int primary key,amount float check(amount>500));**

**Sub Query :**

Query within another query is known as sub query

Syntax

Outer query (Inner Query)

Outer Query (Inner Query (Inner Inner Query))

Sub Query must be return only columns

1. Single row sub query
2. Multi row sub query

Single row sub query

Select \* from tableName where columName RO (select columnName from tableName);

>, >=, <, <=, =, !=

Multi row sub query

Select \* from tableName where columnName in | RO any | RO all (select columnName from tableName)

Find the person name whose salary is greater than average salary of all employee working in a department 60 or Finance.

**Without sub query**

select avg(salary),count(\*) from employees where department\_id=60;

select first\_name from employees where salary > 5760;

**With sub query**

select first\_name from employees where salary > (select avg(salary) from employees where department\_id=60);

Multi row sub query

In

RO any

RO all

Find person name and job\_id whose min salary must be > 2000 and max salary must be < 10000.

select first\_name from employees where job\_id in (select job\_id from jobs where min\_salary > 2000 and max\_salary <10000);

In with Join

Display FirstName, Job\_Title whose salary between 5000 and 10000

RO any

RO all

Select salary from employees where department\_id=30;

Min 🡪 2500

Max🡪11000

>any ( > min salary of inner query)

select first\_name,salary from employees where salary >any (select salary from employees where department\_id=30);

select first\_name,salary from employees where salary > (select min(salary) from employees where department\_id=30);

>all (> max salary of inner query)

select first\_name,salary from employees where salary >all (select salary from employees where department\_id=30);

select first\_name,salary from employees where salary > (select max(salary) from employees where department\_id=30);

**exists**

select first\_name from employees where exists (select \* from employees where department\_id=100);

**not exists**

select first\_name from employees where not exists (select \* from employees where department\_id=100);

Regular Expression : search the contains base upon the pattern.

Start with S character

select first\_name from employees where first\_name regexp '^S';

End with a character

select first\_name from employees where first\_name regexp 'a$';

Range

Start with any character

select first\_name from employees where first\_name regexp '^[A-D]'

\* 1 to many

+ 0 to many

? optional (0 to 1)

git add .

git commit –m “Message”

git status

git pull

Project

Pid PName

create table project(pid int, pname varchar(10) not null);

Primary key

**alter table project add constraint p\_pk primary key(pid);**

Employee

Empid EmpName ProjectId;

create table employee(empid int, empname varchar(10), pid int);

**alter table employee add constraint emp\_pk primary key(empid);**

**alter table employee add constraint emp\_proj\_fk foreign key(pid) references project(pid);**

SQL

NoSQL

MongoDB

JSON

Document

Id,name,age

Id,phnumber

Id,image

Info

**Day 3**

**13/01/2020**

**Java : Java is pure object oriented and platform independent programming language**

**Till Java 7**

**Java is combination on procedure and object oriented programming language**

**From Java 8**

**Java is combination of procedure, object, and functional programming language(Lambda).**

**1991 Oak. Initial Name of java is Oak. In Nov 1995 rename to Java.**

**It was part of sun microsystem**

**It is a part of Oracle.**

**James Gosling and Team**

**Version 1.0 7, 8, 9, 14 version.**

**Java 7.**

**Java 8.**

**Features**

1. **Simple : C/C++. Pointer, Memory Management, Operator Overloading, Friend, Virtual keyword, delete etc.**
2. **Pure object oriented programming language.**
3. **Platform independent programming language : Write only run anywhere.**
4. **Compiler and interpreter :**
5. **Portable :**

**Portable : machine must be different.**

**Platform Independent : OS must different**

1. **Exception Handling**
2. **Multi threading**
3. **Distributed application : RMI**

**Basic Programming :**

**class**

**syntax**

**class className {**

**fields/variable**

**function /methods;**

**}**

**className follow pascal naming rules**

1. **If class contains one word first letter must be upper case.**
2. **If class contains more than one word each word first letter upper case.**

**Demo**

**Employee**

**EmployeeDetails**

**ManagerInfo**

**etc**

**open command prompt**

**java –version**

**javac**

**java**

**Simple Java program**

class Demo {

public static void main(String args[]) {

System.out.println("Welcome to Java......");

}

}

To compile

javac Demo.java

To run

java Demo

**Another Example**

class Demo {

public static void main(String args[]) {

System.out.println("Welcome to Java......");

System.out.print("Welcome to Java......");

System.out.printf("Welcome to Java......");

}

}

**Data Types :** It is a type of data which tell what type of data it can hold.

Data types

2 types

1. Primitive data type : It is use to store only value.
   1. byte 1 byte
   2. short 2
   3. int 4
   4. long 8 Number without decimal point
   5. float 4
   6. double 8 with decimal
   7. char 2 any single character
   8. boolean 1 bit true or false.
2. Non primitive data type or reference data type : it is use to store value as well as reference of another data type.

**Data Types example**

class Demo {

public static void main(String args[]) {

int a=10;

double b = 10.20;

char c ='%';

boolean res = true;

System.out.println(a);

System.out.println("The value of a "+a);

System.out.println(b);

System.out.println(c);

System.out.println(res);

}

}

**Type casting :** Converting from one data type to another data type is known as type casting.

2 types

1. Implicit type casting : By default internally taken care by JVM
2. Explicit type casting : We have to convert.

int family

-----------------------------🡪 Implicit --------------------------🡪

byte short int long

🡨------------------------Explicit ----------------------------------------

**Type casting example**

class Demo {

public static void main(String args[]) {

byte a=10; // byte range -128 to 127

short b=a; //implicit

System.out.println(a);

System.out.println(b);

short c = 129;

byte d = (byte)c; //Explicit (type)variableName;

System.out.println(c);

System.out.println(d);

}

}

Byte class

byte : primitive

int :primitive

Integer : class

int to float

----🡪 implicit ---------------🡪

int float

🡨-------explicit -----------------------

**Example**

class Demo {

public static void main(String args[]) {

int a=10;

float b=a; //Implicit

System.out.println(a);

System.out.println(b);

//float c = 10.0f;

float c = (float)10.10;

int d = (int)c;

System.out.println(c);

System.out.println(d);

}

}

**Operators**

1. Arithmetic Operator : +, -, \*, /, % (remainder):
2. Logical Operator : &&, ||, !
3. Conditional Operator : >, >=, <, <=, ==, !=
4. Assignment operator : =
5. Increment and decrement : ++, -- increment means increment the value by one. Decrement means decrement the value by 1
6. Ternary operator
7. instanceOf

+ve or –ver number is known as true

Zero known as false

class Demo {

public static void main(String args[]) {

int a=10;

System.out.println(a); //10

++a; // pre-incremenet

System.out.println(a); //11

a++; //post increment

System.out.println(a); //12

}

}

Another example

class Demo {

public static void main(String args[]) {

int a=10;

int b;

b =a;

System.out.println(b); //10

b = a++; // pre-incremenet increment and assign

System.out.println(b); //10

b = ++a; //post increment assign and increment

System.out.println(b); //12

}

}

**Ternary operator**

class Demo {

public static void main(String args[]) {

int a=10;

int b=50;

int res = a>b?a:b;

System.out.println(res);

}

}

**Another Ternary Operator**

class Demo {

public static void main(String args[]) {

int a=10;

int b=20;

int c=30;

int d =50;

int e = 60;

int f = 70;

int res = a>b?( c>d?c:d ): (e>f?e:f);

System.out.println(res);

}

}

**If statement**

1. simple if

if(condition) {

}

1. if else

if(condition){

}else {

}

1. nested if : if within another if

if(condition) {

if(condition) {

}else {

}

} else {

if(condition) {

}

}

Example

class Demo {

public static void main(String args[]) {

// largest of three number

int a=3;

int b=1;

int c=2;

if(a>b) {

if(a>c) {

System.out.println("a is largest");

}else {

System.out.println("c is largest");

}

}else {

if(b>c) {

System.out.println("b is largest");

}else {

System.out.println("c is largest");

}

}

}

}

1. if ladder or if else if

if(condition) {

}else if(condition) {

}else if(condition) {

}else {

}

**switch statement**

**syntax**

switch(variableName) {

case value: block1;

break;

case value: block2;

break;

case value :block3;

break;

default : wrongblock

break;

}

switch, case, break and default are keywords.

variablename must be type of int, char or String.

**Looping :** it use to execute set of statement again and again till the condition become false.

1. While loop
2. Do while loop
3. For loop
4. For each loop or enhanced loop

While loop

Initialization : start end

while(condition) {

body of the loop

increment or decrement

}

While loop example : Entry loop

class Demo {

public static void main(String args[]) {

int i=1;

int n=10;

while(i<=n) {

System.out.println(i);

i++;

}

System.out.println("Finish");

}

}

Do while loop example : Exit loop

class Demo {

public static void main(String args[]) {

int i=1;

int n=10;

do {

System.out.println(i);

i++;

}while(i<=n);

System.out.println("Finish");

}

}

**For loop**

class Demo {

public static void main(String args[]) {

for(int i=0;i<=10;i++) {

System.out.println(i);

}

System.out.println("Finish");

}

}

class Demo {

public static void main(String args[]) {

for(int i=0,j=10;i<=j;i++,j--) {

System.out.println(i +", "+j);

}

System.out.println("Finish");

}

}

**Taking the value through keywords**

1. Using Scanner class
2. Using DataInputStream
3. Using BufferedReader
4. Using command line arguments

**Scanner :** Scanner is a pre-defined class part of util package. Which provide set of methods which help to scan the value through keyboards.

Syntax to create the object of Scanner

**Scanner obj = new Scanner(System.in);**

**obj.nextByte();**

**obj.nextShort();**

**obj.nextInt();**

**obj.nextLong();**

**obj.nextFoat();**

**obj.nextDouble();**

**obj.nextBoolean()**

**obj.nextChar() no methods**

**String name = obj.next(); one more than one character.**

**char name[]=name.toChar();**

**char val = name[0];**

**obj.next(); terminator is space**

**Raj Deep**

**obj.nextLine() terminator is enter key**

**Taking employee details through keyboards**

import java.util.Scanner;

class Demo {

public static void main(String args[]) {

Scanner obj = new Scanner(System.in);

System.out.println("Enter the id");

int id = obj.nextInt(); //scan int value

obj.nextLine(); // hold the enter key

System.out.println("Enter the name");

String name = obj.nextLine();

System.out.println("Enter the salary");

float salary = obj.nextFloat();

System.out.println("The id is "+id);

System.out.println("The name is "+name);

System.out.println("The salary is "+salary);

}

}

**Assignment 1**

do{

Online Examination

1:English , 2 : Math 3 : GK

switch() {

case 1

3 Q

case 2

3 Q

case 3

3 Q

}

Do want to continue ?

}while();

**Result g\_total > 70**

**Result + 10**

**Result>=90 selected else try next time.**

System.out.prinntln();

**array :** array is user defined data type which is use to store same type of values.

Syntax

datatype arrayName[];

int abc[]; //Java

int abc[10]; //C or C++

**for each loop**

for(datatype variableName: arrayName) {

}

**Array with for and for each loop**

class Demo {

public static void main(String args[]) {

int []abc={10};

int []xyz={10,20,30,40,50,60,150,12,34,56,34,32,45,67,78,99};

System.out.println(xyz[0]);

System.out.println(xyz[5]);

System.out.println("Size of array is "+xyz.length);

System.out.println("Using for loop");

for(int i=2;i<8;i=i+2) {

System.out.println(xyz[i]);

}

System.out.println("Using for each loop");

for(int n : abc) {

System.out.println(n);

}

}

}

**Syntax to create the memory size for the array**

datatype arrayName[] =new datatype[size];

int []abc = new int[10];

String []names=new String[10];

char name[]=new char[20];

**Assignment 2**

Take n number records through keyboards as Id,Name,Salary,Desg

(array id,name,salary,Desg).

Salary = salary + hra + da – pf;

Hra is 10% salary

Da is 7 % salary

Pf 5 % salary

If desg is manager desg.equals(“Developer”)

15% bonus

If developer 10% bonus

Else

5 % bonus

Id, name, salary( grossSalary +bonus ) and desg

**OOPs**

**object :**

**object is any real world entity**

**state or properties –have --- fields/variable**

**Person**

**Behaviour---do/does --- function / methods**

**Bank**

**Animal**

**Car**

**Object is a concept.**

**class : Blue print of object**

**Template of object**

**In java method as well as variable must follow camel Naming rules**

1. **One word first then it must be lower case**
2. **More than one word from second word onward each word first letter upper case.**

**Syntax**

**ClassName objectRefereName = new ClassName();**

**class and object example**

class Car {

int wheel;

String color;

float price;

void start() {

System.out.println("Car Started...");

}

void appliedGear() {

System.out.println("Gear Applied successfully ");

}

void moving() {

System.out.println("Car is moving");

}

void stop() {

System.out.println("Car Stopped...");

}

}

class App {

public static void main(String args[]) {

System.out.println("Main method");

Car innova = new Car(); //heap memory

innova.start();

innova.appliedGear();

innova.moving();

innova.stop();

Car santro = new Car();

santro.start();

santro.appliedGear();

santro.moving();

santro.stop();

}

}

**Type of fields / variables**

3 types

1. Instance variable
   1. The variable which declare inside a class but outside a method including main method is known as instance variable.
   2. Instance variable hold default value according to their data types like int family 0, float family 0.0, char space, boolean false and String null.
   3. Instance variable we can use directly inside a method but the method must be part of same class as well as it must non static method.
2. Local variable
   1. The variable which declare inside a method including main method is known as local variable.
   2. Local variable doesn’t hold default value we have to initialize.
   3. Scope of local variable within that block where it declare.
3. Static variable or class variable

**Example of instance variable and local variable**

class Car {

int wheel;

String color;

float price;

void carInfo(String name) {

String msg=name+", Car Details ";

System.out.println(msg);

System.out.println("Wheel "+wheel);

System.out.println("Color "+color);

System.out.println("Price "+price);

}

}

class App {

public static void main(String args[]) {

System.out.println("Main method");

Car innova = new Car(); //heap memory

Car santro = new Car(); //heap memory

innova.wheel =4;

innova.color="Gray";

innova.price = 1400000;

santro.wheel = 4;

santro.price = 850000;

santro.color = "Black";

innova.carInfo("Innova");

santro.carInfo("Santro");

}

}

**Constructor** : Constructor is a type of special method which help to create the object.

Pts

1. Constructor have same name as class itself.
2. Constructor doesn’t contains return type not even void also.
3. Constructor no need to call explicitly it will call automatically when you create the object.

Simple constructor example

class Car {

Car() {

System.out.println("Object created...");

}

void carInfo() {

System.out.println("Car Info Method");

}

}

class App {

public static void main(String args[]) {

Car obj1 = new Car();

obj1.carInfo();

}

}

**Difference between constructor Vs Methods**

In the life of the object if we want to perform any task only one time. That type of task we have to write inside a constructor (empty or parametrized).

In the life the object if we want to execute any task more than one time that type of task we have to write inside a methods.

Constructor and Method example

class Cal {

int a,b,sum;

Cal() {

a=1;

b=2;

}

Cal(int x, int y) {

a=x;

b=y;

}

void setValue(int x, int y) {

a =x;

b = y;

}

void add() {

sum = a+b;

}

void display() {

System.out.println("Sum "+sum);

}

}

class App {

public static void main(String args[]) {

Cal c1 = new Cal(); c1.add(); c1.display();

Cal c2 = new Cal(); c2.add(); c2.display();

Cal c3 = new Cal(); c3.display();

Cal c4 = new Cal(100,200); c4.add(); c4.display();

Cal c5 = new Cal(10,20); c5.add(); c5.display();

Cal c6 = new Cal(); c6.setValue(11,22); c6.setValue(111,222); c6.add(); c6.setValue(1111,2222); c6.display();

}

}

**Assignment 3**

Create EmployeeDetails class with 4 instance array variables.

EmployeeDetails() : memory size for array id,name,salary, desg must assign in constructor at run time.

read()

read all employee id,name,salary,desg

calSalary()

hra, da, pf local variables.

calculate salary

bonus()

apply bonus

display()

display details

EmployeeTest :

Main methods

Object creation

And calling all methods

Take n number records through keyboards as Id,Name,Salary,Desg

(array id,name,salary,Desg).

Salary = salary + hra + da – pf;

Hra is 10% salary

Da is 7 % salary

Pf 5 % salary

If desg is manager

15% bonus

If developer 10% bonus

Else

5 % bonus

Id, name, salary( grossSalary +bonus ) and desg

**Create the Folder**

**Then create simple text file with message.**

**Right click in folder and click on git bash (terminal open for you)**

**git init**

**git status**

**git add filename.txt**

**or**

**git add .**

**git status**

**git commit –m “File added”**

**git status**

git config [user.email akash3000383@gmail.com](mailto:user.email%20akash3000383@gmail.com)

git config [user.name Akash](mailto:user.email=akash3000383@gmail.com)

git remote add origin https://github.com/Kaleakash/fullstackassignment.git

git push -u origin main

git push –u origin master

First time

Create folder

add file or assignment file

open git bash terminal

git init (first time)

git add filename

git add .

git commit –m “First time added file”

git remote add origin https://github.com/Kaleakash/fullstackassignment.git

git push –u origin main/master

again and again whenever you add new file

open git bash terminal

git status --🡪 red

**git add . (add all file in staging area)**

**or**

**git add filename.txt (specific file)**

**git status**

**git commit –m “1st day assignment done”**

**git push –u origin master/main**

[**akash300383@gmail.com**](mailto:akash300383@gmail.com)

**share you gitURL**

**Day 4**

**15/01/2020**

**this :** this is a keyword which refer to current object.

1. When local variable or parameter variable and instance variable have same name. The local variable or parameter variable hide the visibility of instance variable.

this.variableName = variableName; it may be in constructor or methods.

**Example of this keywords**

class Employee {

int id;

String name;

float salary;

Employee() {

id =123;

name = "Unknown";

salary = 8000;

}

Employee(int id, String name, float salary) {

this.id = id; //local = local

this.name = name;

this.salary = salary;

}

void setValue(int id, String name, float salary) {

this.id = id;

this.name = name;

this.salary = salary;

}

void display() {

System.out.println("Id is "+id);

System.out.println("Name is "+name);

System.out.println("Salary is "+salary);

}

}

class Demo {

public static void main(String args[]) {

Employee emp1 = new Employee(); emp1.display();

Employee emp2 = new Employee(); emp2.display();

Employee emp3 = new Employee(100,"Ravi",12000); emp3.display();

}

}

**Encapsulation :** Binding or Wrapper data(variables/fields) and code(methods/functions) in a single unit is known as Encapsulation.

Security

class :

**Example**

class Employee {

private int id;

private String name;

private float salary;

void setValue(int id, String name, float salary) { //helper methods

this.id = id;

this.name = name;

//this.salary = salary;

if(salary<0) {

this.salary = 8000;

}else {

this.salary = salary;

}

}

void display() {

System.out.println("Id is "+id);

System.out.println("Name is "+name);

System.out.println("Salary is "+salary);

}

}

class Demo {

public static void main(String args[]) {

Employee emp = new Employee();

//emp.id = 123;

//emp.name="Ravi";

//emp.salary = -12000;

emp.setValue(123,"Ravi",-12000);

emp.display();

}

}

**Inheritance :** Inheritance is use to inherits or acquire properties and behaviour of old class to new class.

class OldClass { super class, base class or parent class.

properties

behaviour

}

class NewClass extends OldClass{ sub class, derived class, child class.

properties

behaviour

}

**Simple Inheritance example**

class A {

void dis1() {

System.out.println("A class method");

}

}

class B extends A {

void dis2() {

System.out.println("B class method");

}

}

class Demo {

public static void main(String args[]) {

A obj1 = new A();

obj1.dis1();

B obj2 = new B();

obj2.dis2();

obj2.dis1();

}

}

**Type of Inheritance**

1. Single Inheritance :

One super class and one sub class

class A {}

class B extends A {}

1. Multilevel Inheritance

One super class and n number of sub class extends one by one

class A {}

class B extends A {}

class C extends B {}

class D extends C {}

1. Hierarchical Inheritance

One super class and n number of sub classes extends directly to super class.

class A {}

class B extends A {}

class C extends A {}

class D extends A {}

1. Multiple Inheritance

More than one super class and one sub class

class A {}

class B {}

class C extends A,B {} But Java Doesn’t support. This type of inheritance java support indirectly using interface but not through class.

**OOPs Relationship**

1. Is a relationship
2. Has a relationship

**Assignment 4**

Manager / Programmer is a Employee

Employee has a Address

class Employee { super class must be generic

id,name,salary

Scanner obj = new Scanner(System.in);

Address add = new Address();

methods

read() id,name,salary

, calSalary() : hra, da and pf

dislay()

}

class Manager extends Employee { sub must be specific

numberOfEmp : numbers

readMgr() numberOfEmp

add.readAdd();

disMgr();

numberOfEmp

add.disAdd();

}

class Programmer extends Employee{ sub must be specific

projectName: string

readPrg()

projectName

add.readAdd();

disPrg();

}

class Address {

city, state, pinCode

Scanner obj = new Scanner();

readAdd()

read city,state and pincode

disAdd();

city, state and pincode

}

EmployeeTest

Main Don’t create the Employee class object.

S.O.P(ManagerDetails);

Manager mgr

mgr.read() 3 details

mgr.readMgr() 1 own details, 3 address details

S.O.P(ProgramerDetails)

Programmer prg

prg.read()

prg.readPrg()

mgr.calSalary();

prg.calSalary()

Display Manager and Programmer details.

**Polymorphism:**

One name many forms or many implementation

2 types

**Compile time polymorphism Run time polymorphism**

Static binding Dynamic binding

Early binding Late binding

Example Example

Method Overloading Method Overriding

**Method overloading :** The method have same name but different parameter list (type of parameter list or number parameter list) but return type must same.

Example

class Abc {

void add(int x, int y) {

System.out.println(x+y);

}

void add(int x, int y, int z) {

System.out.println(x+y+z);

}

void add(float x, float y) {

System.out.println(x+y);

}

void add(String x, String y) {

System.out.println(x+y);

}

}

class Demo {

public static void main(String args[]) {

Abc obj1 = new Abc();

obj1.add(1,2); //compile time binding

obj1.add("1","2");

obj1.add(10.10f,20.20f);

obj1.add(1,2,3);

}

}

**JDBC**

URL,

URL,UserName

URL,username,password

DriverManager.getConnection(url);

DriverManager.getConnection(url,username);

DriverManager.getConnection(url,username,password);

**Runtime Polymorphism :** Method Overriding :

The method have same name and same method signature (number of parameter list, type of parameter list as well as return type must be same).

To achieve the method overriding the class must in Inheritance.

Super class and sub class.

**Method Overriding Example**

class Bike {

void speed() {

System.out.println("60km/hr");

}

}

class Pulsar extends Bike {

void color() {

System.out.println("Black");

}

void speed() {

System.out.println("90km/hr");

}

}

class Honda extends Bike {

void color() {

System.out.println("Gray");

}

}

class Demo {

public static void main(String args[]) {

Pulsar pu = new Pulsar();

pu.color(); pu.speed();

Honda hh = new Honda();

hh.color(); hh.speed();

}

}

**Annotation :** Annotation is meta-data. Meta-data means data about data.

int a;

Java provide lot of pre-defined annotation as well as we can create user defined annotation. Some annotation we can use on class level or methods level or constructor level or property level (primitive or complex property).

All annotation start with @ followed by annotation name.

**@Override :** it is pre-defined annotation we can use on method level on sub class method if sub class method overriding super class method then we will not get any error else it will through error at the compile time.

**Method overriding, reusability, merge method example**

class Bike {

void speed() {

System.out.println("60km/hr");

}

}

class Pulsar extends Bike {

void color() {

System.out.println("Black");

}

@Override

void speed() {

System.out.println("90km/hr");

}

}

class Honda extends Bike {

void color() {

System.out.println("Gray");

}

}

class Tvs extends Bike {

void color() {

System.out.println("White");

}

@Override

void speed() {

super.speed(); //callng super class speed meth

System.out.println("20km/hr");

}

}

class Demo {

public static void main(String args[]) {

Pulsar pu = new Pulsar(); pu.color(); pu.speed();

Honda hh = new Honda(); hh.color(); hh.speed();

Tvs tv = new Tvs(); tv.color(); tv.speed();

}

}

**abstract**

abstract is a keyword or non access specifiers. Which we can use with method and class but not with variable.

1. abstract method: the method without body or without curly braces or incomplete method is known as abstract methods.

Syntax

abstract returnType methodName(parameterList);

1. abstract class : if class contains abstract method then we have to declare the class as abstract class.

Syntax

abstract class className {

}

1. which ever class extends abstract class that class must be provide the body for all abstract methods mandatory. That class can ignore only if that class itself is a abstract class.
2. Abstract class we can’t create the object.
3. Abstract class can contains normal methods as well as abstract methods.

It can contains zero or 1 or all abstract methods.

1. Some time class is abstract but no abstract method. (If we don’t want to create the object of that class directly then we can declare the class as abstract class without abstract methods).

If we want to give instruction to not allow to create the object of that class.

1. Abstract class can contains default constructor we well as parameterized constructor because abstract class contains instance variable (inside constructor only default initialization happen).

A abstract 1 or more

B extends A abstract 1 or more :

C extends B normal must be provide body for A and B class methods.

**Abstract class example**

abstract class Bike {

int wheel;

Bike() {

wheel = 4;

}

abstract void speed();

}

class Pulsar extends Bike {

void color() {

System.out.println("Black");

}

void speed() {

int abc=20;

System.out.println("Wheel "+wheel);

System.out.println("90km/hr");

}

}

class Demo {

public static void main(String args[]) {

Pulsar pu = new Pulsar(); pu.color(); pu.speed();

}

}

**Final keyword :** Final is a keyword or non access specifiers we can use with variable, method and class.

1. Final variable : To declare constant variable in java we use final keyword with variable

final int A=10; : we have to initializes and we can’t change the value final variable. Final variable must be upper case.

1. Final method: if the method final we can’t override that method but we can call or use that method.
2. Final class : if class is final we can’t inherits or extends final class.

**Final example**

final class A {

final void dis1() {

System.out.println("A class method");

}

}

class B extends A {

/\*void dis1() {

System.out.println("A class method override by B class");

}\*/

}

class Demo {

public static void main(String args[]) {

final int A=10;

System.out.println(A);

//A=20;

System.out.println(A);

B obj1 = new B();

obj1.dis1();

}

}

**static :** static is a keyword or non access specifiers we can use with variable and method but not with class (Inner class. If class is inner we can use static keyword but not for outer class).

1. If variable is static we can assign the value for that variable using class name.

className.staticVariablename = value;

1. If method is static we can call that method with the help of className.

className.staticmethodName();

1. Even though we can assign the value for static variable with the help of object also as well as we can call static method with help of object also.
2. Inside a non static method we can access non static as well as static variable directly of same class.
3. Inside static method we can access only static variable directly. Non static we can’t access directly.

**Static example**

class Abc {

int a;

static int b;

void dis1() {

System.out.println("Non static method");

System.out.println("a "+a);

System.out.println("b "+b);

}

static void dis2() {

System.out.println("Static method");

Abc obj = new Abc();

System.out.println("a "+obj.a);

System.out.println("b "+b);

}

}

class Demo {

public static void main(String args[]) {

Abc obj1 = new Abc();

obj1.dis1();

obj1.a=100;

Abc.b=200;

obj1.dis1();

Abc.dis2();

obj1.b=300;

obj1.dis2();

}

}

Every class contains only one static memory. Every class contains n number of heap memory or instance number base upon the number of object created.
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**Static and heap memory example**

class Abc {

int a;

static int b;

void dis1() {

System.out.println("a "+a);

System.out.println("b "+b);

}

/\*static void dis2() {

System.out.println("Static Method");

System.out.println("a "+a);

System.out.println("b "+b);

}\*/

}

class Demo {

public static void main(String args[]) {

//Abc.dis2();

Abc obj1 = new Abc(); //heap memory

Abc obj2 = new Abc();

obj1.a=10;

obj1.b=20;

Abc.b=30;

obj2.a=40;

obj2.b=50;

Abc.b=60;

obj1.dis1(); //a=10 , b=60

obj2.dis1(); //a=40 ,b=60

}

}

**Initialization and static block:**

Example

class A {

A() {

System.out.println("A class constructor");

}

void dis1() {

System.out.println("A class method ");

}

{

System.out.println("Initialization block 1");

}

static {

System.out.println("static block");

}

{

System.out.println("Initialization block 2");

}

}

class Demo {

public static void main(String args[]) {

A obj1 =new A();

obj1.dis1();

obj1.dis1();

A obj2 = new A();

obj2.dis1();

obj2.dis1();

}

}
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By default git consider as master as a default branch.

Master branch is replace by main branch

**Branch : It is like a pointer which hold more than one commit details.**

My Remote repository default branch is : main / master

My Local repository default branch is : main / master

Two options to create local repository

1. **git init** : The folder become local repository with empty files.
2. **git clone** :

**Day 6**
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**Interface :** Interface is a type of reference data type or also known as 100% pure abstract class (till Java 7 Version).

Syntax

interface interfaceName {

fields;

methods;

}

By default all fields in interface are public static and final.

By default all methods are public and abstract.

interface Abc {

public static final int A=10;

static final int B=20;

final int C=30;

int D=40;

public abstract void dis1();

abstract void dis2();

public void dis3();

void dis4();

}

interface Abc {

int A=10;

void dis1();

}

interface Mno {

int B=20;

void dis2();

}

interface Xyz extends Abc,Mno {

int C=30;

void dis3();

}

class Sample implements Abc,Mno {

}

Like a class interface can extends another interface. Interface can extends more than one interface.

Class always implements interface. Class can implement more than one interface.

Which ever class implements interface that class must be provide the body for all abstract method belong to that interface. That class can ignore only if that class is a type of abstract class.

**Access specifiers for method overriding**

Super (class/interface) Sub class

public public

protected public

protected

default public

protected

default

private We can’t override

Interface Example

interface Abc {

int A=10;

void dis1();

}

interface Mno {

int B=20;

void dis2();

}

interface Xyz extends Abc,Mno {

int C=30;

void dis3();

}

class Sample implements Abc,Mno {

public void dis1() {

System.out.println("Abc interface Method");

}

public void dis2() {

System.out.println("Mno interface Method");

}

}

class Demo {

public static void main(String args[]) {

Sample s = new Sample();

s.dis1();

s.dis2();

}

}

Points

1. class extends class (only one )
2. interface extends interface (more than one)
3. class implements interface (more than one)
4. interface doesn’t extends or implements to class.

**Array object :**

Syntax

class Employee{

id,name,salary

}

Employee emp = new Employee();

className refereceName[]=new className[size];

Employee employees[]=new Employee[100];

int abc[]=new int[10];

employees :

0

1

100

99

**Assignment 5:**

Create Student class which contains sId,SName,Age,Marks[](PCMB) ,Grade(char)

Scanner obj

read()

take

id, name,age

for(i=0;iM<marks.length;i++) {

marks[i]=obj.next()

}

calculateGrade()

local variable total,avg;

avg > 90 A+ avg >80 A

avg >70 B avg >55 C

else

D

display

id,name,age,Grade

StudentTest

Create Student array object

How many student details do you want to store.

Student std[]=new Students[n];

for(int i=0;i<n;i++) {

std[i]=new Student();

std[i].read();

}

for(int i=0;i<i++){

std[i].calculateGrade();

}

for(int i=0;i<i++){

std[i].display();

}

Difference between Abstract class and interface.

Interface

1. Interface contains only final variable.
2. Interface contains only abstract method.
3. Interfaces doesn’t contains default constructor as well as we can’t write parameterized constructor.
4. Normal or abstract class can implements more than one interface.
5. Using interface we can achieve full abstraction.

Abstract class

1. Abstract class contains final as well as normal variables.
2. Abstract class contain normal as well as abstract methods.
3. Abstract class can contains default constructor as well as we can write parameterized constructor.
4. Abstract class or normal class can extends only one abstract class.
5. Using abstract class we can achieve partial abstraction.

Common we can’t create the object of interface as well abstract class.

Whichever class extends or implements abstract class or interface that class must be provide the body for all abstract method belong to that class or interface.

**Assignment 6:**

**Assignment 6: Update the Code**

**First Change**

**Create user-defined exception**

1. **MinimumAccountBalance**
2. **InValidAccountNumber (Transfer, Withdraw, deposit)**

**Second Changes : you have to use package concept.**

Account 🡪 bean package

AccountInitialization, 🡪 service package

Bank 🡪 service package

MyBank 🡪 service package

BankTest 🡪 main / test package

**Small Mini Projects**

**Menu Driven Application**

Banking Application

1. Create Account
   1. Default Details : 1010,1011,1012 Unknown, 500
   2. Name and Amount : 1013,Raj, 600 amount >= 500
2. Check Account Balance
3. Withdraw the amount
4. Deposit
5. Transfer

abstract class AccountInitialization {

static int accountCount=0;

Account accounts[]=new Account[10];

Start with 1010 (account number )

void accountCreate() {

account Number must be unique

name =”Unknown”

amount =500;

Account ac = new Account(accno,Unknown,500);

accounts[acountCount]

accountCount++;

}

void accountCreate(name,amount) {

accno must be unique

amount > 500 then crate account

assign name and amount

Account acc = new Account(uniqueNumber);

Call helper to set name and amount;

accounts[acountCount]

accountCount++;

}

abstract void transfer(fromaccNo,toAccNo,amount);

}

interface Bank

void withdraw : accno, amount

void deposit : accno, amount

void checkBalance : accno

all abstract methods

class Account

private Accno

private Name

private Amount it must be private

write constructor empty or parameterized.

helper method set the value.

setAccno,setName,setAmount

getAccno, getName,getAmount

class MyBank extends AccountInitialization implements Bank {

void transfer(fromaccNo,toAccNo,amount) {

fromAccNum : 1010

toAccoNumber : 1011

amount must be +ve

fromAccoNumber may not present

toAccoNumber may not present

Amount is not available

Maintain min 500 in fromAccount Number

}

Withdraw {

Accno

AccountNumber may be not present

Amount

Amount is not available

Maintain min 500 in fromAccount Number

}

Deposit {

Accno

AccountNumber may be not present

Amount

Amount is not available

Can’t deposit more than 50,000/-

}

Checkbalance {

Using account Number

}

BankTest App

Main method

Do {

Switch() {

1. Create Account
   1. Default details
   2. Name and Amount pass;
2. Check Account Balance
3. Withdraw the amount
4. Deposit
5. Transfer
6. Exit the Application

}

Do want to continue.

}while(condition)

Welcome, thank

**this, this(), super, super()**

this is use to refer the current object.

When local variable or parameter variable and instance variable have same name then local variable hide the visibility of instance variable. To refer the instance variable we use

this.variableName = variableName;

When super class variable and sub class variable have same name sub class variable hide the visibility of super class variable. To super superclass variable we use

super.variableName;

**this and super keywords example**

class A {

int a=10;

}

class B extends A {

int a=20;

void dis() {

int a=30;

System.out.println("a "+a);

System.out.println("a - instance variable "+this.a);

System.out.println("a - super class variable "+super.a);

}

}

class Demo {

public static void main(String args[]) {

B obj = new B();

obj.dis();

}

}

this(): It is use to invoke more than one constructor of same class or also known as constructor chaining of same class without creating fresh memory.

this() or this(parameter) it must be inside a constructor and it must be first statement inside a constructor.

**this() example**

class Employee {

Employee() {

System.out.println("Employee()");

}

Employee(int id) {

this(); //calling constructor

System.out.println("Employee(int)");

}

}

class Demo {

public static void main(String args[]) {

//Employee emp1 = new Employee();

Employee emp2 = new Employee(10);

}

}

**super()**

In Inheritance sub class can inherits only instance variable and non static method. It can’t inherits constructor as well as static property/methods.

By default every sub class constructor **super()** is available. It help to invoke sub class constructor to super class constructor (constructor chaining from sub to super class).

It must be first statement inside a constructor.

class Employee {

Employee() {

System.out.println("Employee()");

}

Employee(int id) {

System.out.println("Employee(int)");

}

}

class Manager extends Employee {

Manager() {

super(100); //by defaut

System.out.println("Manager()");

}

}

class Demo {

public static void main(String args[]) {

Manager mgr = new Manager();

}

}

/\*

Manager()

Manager(), Employee()

Employee(), Manager()

Employee();

\*/

**this() and super() example**

class Employee {

private int id;

private String name;

private float salary;

Employee() {

this.id = 123;

this.name = "Unknown";

this.salary = 8000;

}

Employee(int id) {

this();

this.id = id;

}

Employee(int id, String name) {

//this.id = id;

this(id);

this.name = name;

}

Employee(int id, String name, float salary) {

//this.id = id;

//this.name = name;

this(id,name);

this.salary = salary;

}

void disEmp() {

System.out.println("id is "+id+"Name is "+name+" Salary is "+salary);

System.out.println("Number of rec "+Employee.rec);

}

static int rec;

void setRecordsDetails(int rec) {

Employee.rec = rec;

}

}

class Manager extends Employee {

int numberOfEmp;

Manager(int id, String name, float salary, int numberOfEmp) {

super(id,name,salary);

this.numberOfEmp = numberOfEmp;

}

void disMgr() {

System.out.println("Number of emp is "+numberOfEmp);

}

}

class Demo {

public static void main(String args[]) {

int record=10;

Manager mgr = new Manager(1,"Ravi",45000,5);

mgr.setRecordsDetails(record);

mgr.disEmp();

mgr.disMgr();

}

}

**Run time polymorphism using object creation**

class A {

void dis1() {

System.out.println("A class dis1() method");

}

}

class B extends A {

void dis1() {

System.out.println("A class dis() method override by B class");

}

void dis2() {

System.out.println("B class dis2() method");

}

}

class Demo {

public static void main(String args[]) {

A obj1 = new A(); //1 Creating super class object.

obj1.dis1();

B obj2 = new B(); //2 Creating sub class object

obj2.dis1(); obj2.dis2();

//B obj3 = new A(); //3 Super class object and Sub class reference not possible

A obj4 = new B(); //4 Sub class object and super class reference with help of super class references we can

// call only those methods which is a part of super class and overrided methods. This is also known as

//Run time polymorphism.

obj4.dis1(); //5

//obj4.dis2(); //6

B obj5 = (B)obj4; //down level type casting..

obj5.dis1();

obj5.dis2();

}

}

/\*

Valid Object creation in Java.

A. line 5 error

B line 6 error

C no error

D line 5 and 6 error

A. all four

B. 1,2,3

C. 1,2,4

D,1,2

\*/

Another Example using Abstract class

abstract class A {

abstract void dis1();

}

class B extends A {

void dis1() {

System.out.println("A class dis() method override by B class");

}

void dis2() {

System.out.println("B class dis2() method");

}

}

class Demo {

public static void main(String args[]) {

A obj4 = new B(); // sub class object and super class reference may super class normal class or abstract class.

obj4.dis1();

}

}

Interface reference

interface A {

void dis1();

}

class B implements A {

public void dis1() {

System.out.println("A interface dis() method override by B class");

}

void dis2() {

System.out.println("B class dis2() method");

}

}

class Demo {

public static void main(String args[]) {

A obj4 = new B(); // sub class object and interface reference. Very Imp

obj4.dis1();

}

}

**Abstraction** : Hiding the internal implementation without knowing background details.

**100% pure abstraction example**

interface A {

int add(int x, int y);

}

interface B {

int sub(int x, int y);

}

class Server implements A,B{

public int add(int x, int y) {

return x+y;

}

public int sub(int x, int y) {

return x-y;

}

public void ownMethod() {

System.out.println("Own method");

}

}

class Demo {

public static void main(String args[]) {

Server s = new Server();

System.out.println(s.add(10,20));

System.out.println(s.sub(10,20));

s.ownMethod();

A obj1 = new Server(); Run time polymorphism

System.out.println(obj1.add(10,20));

//System.out.println(obj1.sub(10,20));

B obj2 = new Server(); Run time polymorphism

//System.out.println(obj2.add(10,20));

System.out.println(obj2.sub(10,20));

}

}

**packages :**

package is a collection of classes and interfaces.

2 types

1. User-defined package
2. Pre-defined package

Education

School College Pg

Attendance Attendance Attendance

Package is like a directory or folder which more than one class/interface have same but different purpose.

Syntax

package packgename;

package com;

class Demo {

public static void main(String args[]) {

System.out.println("Welcome to User defined package");

}

}

javac Demo.java

create directory with packageName and paste .class file

and run the command as

java com.Demo

or

javac –d . Demo.java

java com.Demo

IDE :

Netbean

Eclipse

MyEclipse

RAD

Etc

**Eclipse for JEE**

**Access Specifiers :** It use to give the visibility or accessibility of class, variable, method etc.

**private :**

**Using with :**

Instance variable, static variable, non static method, static method, constructor but not with local variable and class.

**Scope :**

Within a same class. (other class we can’t access directly as well as through object).

**default (nothing):**

**Using with :**

We can use with all.

**Scope :**

With a same package. May be non class is non sub class or sub class we can access through object.

**protected :**

**Using with :**

Instance variable, static variable, non static method, static method, constructor but not with local variable and class.

**Scope :**

Within a same package. May be non sub class or sub class other package if it is sub class.

**public :**

**Using with :**

Instance variable, static variable, non static method, static method, constructor, class but not with local variable.

**Scope :**

Within a same package as well as other package.

**Pre-defined package or built in package**

java javax-🡪 root package

lang sql

io swing

util net

sql rmi

net servlet

awt ejb

rmi jms

etc etc

Every package contains lot of classes, interface as well as other sub package.

By default every java program import lang package.

By default every java program extends Object class.

Class part of lang ( Name of the class itself is **Class)**

**class Class {**

**}**

This class is also part of lang package.

**Exception Handling**

**Exception** : Exception is object (memory) which occurs when unexpected or abnormal condition during the execution of a program.

**Java Program**

javac command java run

compile time error run time error

syntax error Error Exception

or

typo error

**Command Line Arguments**

class ExpDemo {

public static void main(String args[]) {

System.out.println("Hi");

System.out.println(args[0]);

for(String str:args) {

System.out.println(str);

}

}

public static void main(int args[]) {

System.out.println("Hello");

}

}

Run time error

Error Exception

**Error** : it is a type of error which generate at the run time which we can’t handle it. Ex : JVM Crash, Software issue or hardware issue, Out of memory.

**Exception :** it is a type of error which generated at the run time which we can handle it. Ex : divided zero, array index, null pointer etc

Error and Exception both are pre-defined classes part of lang package.

Object

Throwable

**Error** **Exception**

**Exception**

Group Group

**Checked Exception Unchecked Exception**

**RuntimeException** : pre-defined class

SQLException ArithmeticException

IOException ArrayIndexOutOfBoundsException

InterruptedException NumberFormatException

FileNotFoundException ClassNotFoundException

NullPointerException

InputMismatchException

Etc etc

All checked exception directly or indirectly connected / extends to **Exception** class.

All unchecked exception directly or indirectly connected / extends to Exception class through **RuntimeException**

All unchecked exception sub class RuntimeException class.

To handle both the type of exception java provide five keywords.

1. try
2. catch
3. finally
4. throw
5. throws

try catch block

try {

The code generate exception 1 or more than one line

}catch(Exception e) {

}

try {

1

2

3

4

5

6

7

8

9

10

}catch(Exception e) {

}

try {

1

2

3

4

5

}catch(Exception e) {

}

try {

5

6

7

8

9

10

}catch(Exception e) {

}

Try with single catch : Generic exception and generic solution.

**try {**

**}catch(Exception e){**

**}**

Try with multiple catch block : Specific exception specific treatment.

**try {**

**}catch(ArithmeticExeption e) {**

**}catch(ArrayIndexOutOfBoundsException e) {**

**}catch(NumberFormatException e){**

**}**
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**Finally block :** This block will execute 100% sure if any exception generate or not.

try {

}catch(Exception e){

}finally {

}

Finally block example

class ExpDemo {

public static void main(String args[]) {

System.out.println("Hi");

try {

int res = 10/1;

System.out.println("No Exception");

}catch(Exception e){

System.out.println("Catch block");

}finally {

System.out.println("finally block");

}

System.out.println("Normal Statement");

}

}

Try catch and finally

1. try – catch
2. try – catch –catch –catch
3. try – catch – finally
4. try – catch – catch – catch – finally
5. try – finally

**Finally example**

class ExpDemo {

public static void main(String args[]) {

System.out.println("Hi");

try {

int res = 10/0;

System.out.println("No Exception");

}finally {

System.out.println("finally block");

}

System.out.println("Normal Statement");

}

}

try {

open file / open database connection

read or write or store or retrieve

}catch(Exception e){

}finally {

close file or close database connection to close resources

}

**throw :** this keyword is use to raise or generate pre-defined or user-defined exception depending upon the conditions.

Syntax

**throw new Exception();**

or

**throw new ExceptionSubClass();**

throw Example

class MyException extends Exception {

MyException() {

super();

}

MyException(String msg) {

super(msg);

//System.out.println("Pameterized constructor");

}

}

class ExpDemo {

public static void main(String args[]) {

int a=10;

int b=5;

try {

//int res = 10/0;

if(a>b) {

//throw new Exception(); // generating exception;

//throw new ArithmeticException();

//throw new ArithmeticException("a>b");

//throw new MyException();

throw new MyException("a is > than b ");

}else {

}

}catch(Exception e) {

System.out.println("Catch Block");

System.out.println(e.toString());

}

System.out.println("Normal Statement");

}

}

**throws :** throws keyword is use to throw exception to caller methods.

Syntax

returnType methodName(parameterList) throws Exception {

}

void dis() throws Exception,ExceptionSubClass {

}

**throws Exception example**

class ExpDemo {

static void dis1() throws ArithmeticException {

try{

int a=10/0;

}catch(ArrayIndexOutOfBoundsException e){}

System.out.println("dis1 method");

}

static void dis2() throws Exception{

//try{

dis1();

//}catch(Exception e){}

System.out.println("dis2 method");

}

public static void main(String args[]) throws Exception{

//try{

dis2();

//}catch(Exception e){}

System.out.println("Main method");

}

}

**Checked Exception**

InterruptedException it is type of checked exception we have handle it or throw it using try catch or throws.

Checked exception check twice compile time or run time.

class ExpDemo {

public static void main(String args[]) throws Exception{

System.out.println("Hi");

//try{

Thread.sleep(3000);

//}catch(Exception e){}

System.out.println("Take Tea Break..");

}

}

**Lang package**

By default every java program import lang package.

By default every java class extends Object class.

Imp class and interfaces from lang package

1. String
2. StringBuffer
3. StringBuilder
4. Math
   1. Exception and Type of Exception classes
5. Object
6. Thread
7. Runnable interface
8. Cloneable interface.
9. Wrapper classes

String : In Java String is a reference data type or pre-defined class part of lang package.

In Java every string not end with null character (\n).

Syntax

String str1 = “Welcome to Java Training”; // using string literal

String str2 = new String(“Welcome to Java Training”); //using new keyword.

Assignment 7 : Take n number of names through keywords and display those names in ascending or descending order. (Ignore case sensitive).

String names[]={“Raj”,”ravi”,”Akash”,”ajay”};

Akash, ajay, Raj, ravi 🡪Asc

ravi, Raj, ajay, Akash 🡪Desc

Hint : compareTo() methods or any other ways.

String class Example

**package** com;

**public** **class** StringDemo {

**public** **static** **void** main(String[] args) {

String str1 = "Welcome to Java Training";

String str2 = **new** String("Welcome to Java Training");

System.***out***.println(str1);

System.***out***.println(str2);

System.***out***.println(str1.charAt(1));

System.***out***.println(str1.toLowerCase());

System.***out***.println(str1.toUpperCase());

System.***out***.println(str1.length());

System.***out***.println(str1.substring(5));

System.***out***.println(str1.substring(5, 10)); //start 0 index, end 1 position,

System.***out***.println(str1.compareTo(str2));

}

}

compareTo() : This method check both string ASCI code.

![](data:image/png;base64,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)

== : It always check value as well as reference code of that memory.

equals() : it is use to check the value of two reference. It doesn’t matter same memory or different memory.

String class equals methods example

**package** com;

**public** **class** StringEquals {

**public** **static** **void** main(String[] args) {

// **TODO** Auto-generated method stub

String str1 = "Raj"; // string literal

String str2 = "Raj"; // refer to same memory.

String str3 = **new** String("Raj"); // new memory

String str4 = **new** String("Raj"); //new memory

**if**(str3.equals(str4)) {

System.***out***.println("Equal");

}**else** {

System.***out***.println("Not Equal");

}

}

}

String class is known as immutable class. Immutable means can’t change.

String class is immutable string class.

We can create the object of string using string literal or using new keyword.

StringBuffer is mutable string class.

Using new keyword.

**StringBuffer Example**

**package** com;

**public** **class** StringImmutable {

**public** **static** **void** main(String[] args) {

String name="Ravi";

System.***out***.println(name); //Ravi

name = name+" Kumar";

System.***out***.println(name); //Ravi or Ravi Kumar

System.***out***.println(name.toUpperCase());

System.***out***.println(name);

System.***out***.println("Using String Buffer");

StringBuffer sb = **new** StringBuffer("Ravi");

System.***out***.println(sb);

System.***out***.println(sb.append(" Kumar"));

sb.insert(4, " Patil");

sb.delete(2, 4);

sb.reverse();

System.***out***.println(sb);

}

}

StringBuilder : It is a type of String mutable class.

StringBuffer class maximum methods are synchronized they are thread safe but slow is performance. StringBuilder methods are not synchronized they are not thread safe but very fast.

**Math:** Math class also known as static class. (When all variable and methods are static that type of class is know static class).

This class use to do some mathematical operation.

**Math.PI**

**Math.sqrt(9);**

**Object class Example**

By default every class extends Object class.

This command is to display all method part of that specific class or interface.

javap java.packageName.className/interfaceName

getClass(); : The return type of methods method is Class class reference.

hashCode();

equals(); Collection Framework

clone();

toString();

wait();

notify();

notifyAll() : Multithreading

finalize()

**JavaBean :**

1. Class must be public
2. Variable must be private.
3. For each variable we have to provide setter and getter methods.
4. Setter method to set the value and getter method to get the value.
5. Insider a setter method we can set the value with terms and conditions.

class Employee {

private int id;

private String name;

private float salary;

public void setId(int id) {

this.id = id;

}

public int getId() {

return id;

}

}

**Normal class :**

1. Class may be public or may not.
2. Instance variable may be private or may not.
3. If variable are private then we have to provide helper method to set the value. The methods name may be anything.

toString() : When we display any user defined class reference in println it internally call toString() method of Object class. That class toString() method return object in String format.

finalize() : This method get call automatically before GC. (Pre-Destructor methods).

**package** com;

**public** **class** Manager {

**void** dis() {

System.out.println("dis method");

}

@Override

**protected** **void** finalize() **throws** Throwable {

// **TODO** Auto-generated method stub

System.out.println("Before GC");

}

}

In main method

Manager mgr = **new** Manager();

mgr.dis();

mgr = **null**; //GC

System.*gc*(); // WE can request to JVM for GC

System.***out***.println("Bye..");

System.***out***.println("Bye...");

**clone :** This method is use to create the clone of the object or duplicate object.

If we are planning to create the clone.

We have to make that class must be implements Cloneable interface part of lang package.

Cloneable is a marker interface.

Marker interfaces doesn’t contains any methods or Zero methods.

clone() : this method is part of object class which help to create to clean. Cloneable interface which support to create the clone.
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**Util Package**

Utility :

Collection Framework (Data Structure) :

int a=10;

array

int abc[];

class Employee {

id,name,salary

}

Employee emp =new Employee();

Array object

Employee emps[]=new Employee[100];

Array memory size fixed.

Emps array can hold only same type of objects.

Primitive array or array object doesn’t provide any pre-defined methods which help to add, remove, search, iterate etc

Collection Framework : It contains set of classes and interfaces which provides set methods with help of those methods we can add any objects or elements (any primitive type (Wrapper classes)) as well as user-defined objects. We can add, remove, search, iterated etc. Memory size no issue.

Collection Framework Hierarchy

javap java.util.List

Iterable -🡪 lang package

extends

Collection -🡪 interface -🡪 util package

extends extends extends doesn’t

List Set Queue Map 🡪 interfaces

Hold collection Collection Collection Key-value pairs

Of elements of elements of where key is Unique

It can allow It doesn’t elements value may be duplicate.

Duplicate elements allow duplicate. FIFO.

Maintain order Some API

Using index position maintains

Order, UnOrder

Sorted.

Deque (interface)

ArrayList HashSet PriorityQueue HashMap

LinkedList LinkedHashSet LinkedHashMap

Vector TreeSet TreeMap

Stack Hashtable

ArrayList :

Normal array :

Normal array is use to store same type of value.

Fixed memory size.

Adding and removing element from array complexity.

ArrayList :

By default ArrayList help use to store same as well as different type of values.

Memory size get increase dynamically.

We can add or remove elements very easily.

**ArrayList Example**

import java.util.\*;

class A {}

class B {}

public class CollectionExpDemo {

public static void main(String args[]) {

ArrayList al = new ArrayList();

al.add(10);

al.add(10.10);

al.add("Ravi");

al.add(true);

A obj1 = new A();

al.add(obj1);

B obj2 = new B();

al.add(obj2);

System.out.println(al);

}

}

Collection of classes is use to store collection of element or objects.

Primitive Data types Wrapper classes

byte Byte

short Short

int Integer

long Long

float Float

double Double

char Character

boolean Boolean

Wrappers classes is use to do type casting.

With help of wrapper classes we can convert primitive to object and vice-versa.

Wrapper class Example

**int a=10;**

**Integer b = new Integer(a); // converting primitive to objects.**

**System.out.println(a);**

**System.out.println(b);**

**int c = b.intValue(); //type casting**

**float d = b.floatValue(); //type casting**

**Float e = b.floatVallue(); // auto-boxing**

**System.out.println(c);**

**System.out.println(d);**

**Auto – boxing**

import java.util.\*;

class A {}

class B {}

public class CollectionExpDemo {

public static void main(String args[]) {

ArrayList al = new ArrayList();

int a=10;

Integer b = new Integer(a);

al.add(b);

al.add(new Integer(100));

al.add(20); // auto-boxing : converting primitive to objects.

al.add(10.20); // auto-boxing : converting primitive to objects.

Integer c =30; //auto-boxing : converting primitive to Integer

System.out.println(c);

}

}

**Primitive Data types**

int a=10;

add, sub, mul, div, mod, >, <.

a is primitive

Wrapper classes

Integer b = new Integer(a);

b is a Integer object

**ArrayList methods**

import java.util.\*;

public class CollectionExpDemo {

public static void main(String args[]) {

ArrayList al = new ArrayList();

al.add(100);

al.add(200);

al.add(300);

al.add(400);

al.add(500);

System.out.println(al);

System.out.println("First value "+al.get(0));

System.out.println("Second value "+al.get(1));

al.add(1,10);

System.out.println(al);

System.out.println("First value "+al.get(0));

System.out.println("Second value "+al.get(1));

al.remove(1); // remove using index position

al.remove(new Integer(400)); // remove using value.

System.out.println(al);

al.set(2,30);

System.out.println(al);

}

}

**LinkedList :** It is a type of List and Queue implementation class. In Java LinkedList Internally provide double linked list features.

Node ---🡪

Ref value

Ref value

Previous value Next

Single Linked List

Double Linked List

Circular Linked list

import java.util.\*;

public class CollectionExpDemo {

public static void main(String args[]) {

LinkedList al = new LinkedList();

al.add(10);

al.add(20);

al.add(30);

al.addFirst(100);

al.addLast(200);

al.add(1,123);

System.out.println(al);

System.out.println("Get "+al.get(0));

}

}

**Vector :** By default all methods in Vector are synchronized.

Synchronized : Slow in performance and single threaded (thread safe).

Work is safe.

import java.util.\*;

public class CollectionExpDemo {

public static void main(String args[]) {

Vector vv = new Vector();

vv.add(10);

vv.addElement(20);

System.out.println(vv);

}

}

**Stack :** Stack First In Last Out

Push() : add on top

Pop : retrieve top element

Search() : present or not

Peek() : top select check.

**Stack Example**

import java.util.\*;

public class CollectionExpDemo {

public static void main(String args[]) {

Stack ss = new Stack();

ss.push(100);

ss.push(200);

ss.push(300);

ss.push(400);

System.out.println("Size "+ss.size());

System.out.println(ss);

System.out.println("Pop "+ss.pop());

System.out.println(ss);

System.out.println("Search "+ss.search(300));

System.out.println("Search "+ss.search(3000));

System.out.println("Peek "+ss.peek());

System.out.println(ss);

}

}

**Set :** It doesn’t allow duplicate.

HashSet

LinkedHashSet

TreeSet

Set doesn’t index concept. We have to remove or search element using value.

**HashSet Example**

import java.util.\*;

public class CollectionExpDemo {

public static void main(String args[]) {

HashSet hs = new HashSet();

System.out.println("Size is "+hs.size());

System.out.println("Empty "+hs.isEmpty());

hs.add(3);

hs.add(5);

hs.add("Ravi");

hs.add(1);

hs.add(true);

hs.add(4);

hs.add(5);

System.out.println("Size is "+hs.size());

System.out.println("Empty "+hs.isEmpty());

System.out.println(hs);

hs.remove(5);

System.out.println(hs);

System.out.println("Search "+hs.contains(4));

System.out.println("Search "+hs.contains(10));

hs.clear();

System.out.println("Size is "+hs.size());

System.out.println("Empty "+hs.isEmpty());

System.out.println(hs);

}

}

**LinkedHashSet :** This class internally extends HashSet and maintains the orders.

import java.util.\*;

public class CollectionExpDemo {

public static void main(String args[]) {

LinkedHashSet hs = new LinkedHashSet();

System.out.println("Size is "+hs.size());

System.out.println("Empty "+hs.isEmpty());

hs.add(3);

hs.add(5);

hs.add("Ravi");

hs.add(1);

hs.add(true);

hs.add(4);

hs.add(5);

System.out.println("Size is "+hs.size());

System.out.println("Empty "+hs.isEmpty());

System.out.println(hs);

hs.remove(5);

System.out.println(hs);

System.out.println("Search "+hs.contains(4));

System.out.println("Search "+hs.contains(10));

hs.clear();

System.out.println("Size is "+hs.size());

System.out.println("Empty "+hs.isEmpty());

System.out.println(hs);

}

}

TreeSet : TreeSet internally implements SortedSet interfaces and SortedSet interface extends Set interface.

TreeSet display the elements in sorting (ascending order by default).

In TreeSet we have to store same types of values otherwise it will throw ClassCastException (type unchecked exception).

TreeSet provided some extra methods

Like subset, headset, tailset etc

**TreeSet**

import java.util.\*;

public class CollectionExpDemo {

public static void main(String args[]) {

TreeSet hs = new TreeSet();

hs.add(3);

hs.add(5);

hs.add(2);

hs.add(1);

hs.add(7);

hs.add(4);

hs.add(5);

hs.add(null);

System.out.println(hs);

System.out.println(hs.tailSet(3));

}

}

**Queue : First In First Out**

PriorityQueue : **First In First Out depending upon the priority (lower priority).**

import java.util.\*;

public class CollectionExpDemo {

public static void main(String args[]) {

PriorityQueue pq = new PriorityQueue();

pq.add(4);

pq.add(2);

pq.add(3);

pq.add(1);

pq.add(2);

pq.add(5);

System.out.println(pq);

System.out.println(pq.poll());

System.out.println(pq);

System.out.println(pq.poll());

System.out.println(pq);

}

}

**Map :** It is use to store key value pairs where key is unique and value may be duplicate.

HashMap

LinkedHashMap

TreeMap

Hashtable

**HashMap Example**

import java.util.\*;

public class CollectionExpDemo {

public static void main(String args[]) {

HashMap hm = new HashMap();

hm.put(2,"Ramesh");

hm.put(1,"Rajesh");

hm.put(4,"Lokesh");

hm.put("abc","Ajay");

System.out.println(hm);

hm.put(1,"Balaji");

hm.put(5,"Ramesh");

System.out.println(hm);

if(!hm.containsKey(4)) {

hm.put(4,"Seeta");

System.out.println("Stored...");

}

System.out.println(hm);

System.out.println("name is "+hm.get(4));

hm.remove("abc");

System.out.println(hm);

}

}

LinkedHashMap : maintains the order.

import java.util.\*;

public class CollectionExpDemo {

public static void main(String args[]) {

LinkedHashMap hm = new LinkedHashMap();

hm.put(2,"Ramesh");

hm.put(1,"Rajesh");

hm.put(4,"Lokesh");

hm.put("abc","Ajay");

System.out.println(hm);

}

}

**TreeMap : sorted as a key. Because it internally implements sortedMap interface.**

import java.util.\*;

public class CollectionExpDemo {

public static void main(String args[]) {

TreeMap hm = new TreeMap();

hm.put(2,"Ramesh");

hm.put(1,"Rajesh");

hm.put(4,"Lokesh");

hm.put(3,"Ajay");

System.out.println(hm);

}

}

**Hashtable** : By default all methods are synchronized.

Hashtable doesn’t allow key as null as well as value as null.

Where HashMap allow one key as null and value may be more than one null value.

import java.util.\*;

public class CollectionExpDemo {

public static void main(String args[]) {

HashMap hm = new HashMap();

//Hashtable hm = new Hashtable();

hm.put(2,"Ramesh");

hm.put(1,"Rajesh");

hm.put(4,"Lokesh");

hm.put(3,"Ajay");

hm.put(null,"Balaji");

hm.put(6,null);

System.out.println(hm);

}

}

Retrieving elements from collection of classes

1. For each loop : type of loop
2. Iterator
3. ListIterator
4. Enumeration : They are interfaces.

**Retrieve Records from Set API**

import java.util.\*;

public class CollectionExpDemo {

public static void main(String args[]) {

Set ss = new HashSet();

ss.add(10); // auto-boxing

ss.add(20);

ss.add(30);

ss.add(40);

ss.add(50);

System.out.println(ss);

System.out.println("Using for each loop");

for(Object a:ss) {

System.out.println(a);

}

System.out.println("Using Iterator");

Iterator ii = ss.iterator();

while(ii.hasNext()) {

Object obj = ii.next();

System.out.println(obj);

}

}

}

Retrieve records from List

import java.util.\*;

public class CollectionExpDemo {

public static void main(String args[]) {

List ll = new ArrayList();

ll.add(10);

ll.add(20);

ll.add(30);

ll.add(40);

ll.add(50);

System.out.println(ll);

System.out.println("Using for each loop");

for(Object obj: ll) {

System.out.println(obj);

}

ListIterator li = ll.listIterator();

System.out.println("Forward direction");

while(li.hasNext()) {

System.out.println(li.next());

}

System.out.println("Forward direction");

while(li.hasPrevious()) {

System.out.println(li.previous());

}

}

}

**Enumeration Using Vector**

import java.util.\*;

public class CollectionExpDemo {

public static void main(String args[]) {

Vector vv = new Vector();

vv.add(10);

vv.add(20);

vv.add(30);

vv.add(40);

Enumeration en = vv.elements();

while(en.hasMoreElements()) {

Object obj = en.nextElement();

System.out.println(obj);

}

}

}

**Map Example**

import java.util.\*;

public class CollectionExpDemo {

public static void main(String args[]) {

Map mm = new HashMap();

mm.put(1,"RAvi");

mm.put(2,"Rajesh");

mm.put(3,"Lokesh");

/\*for(Objet obj :mm) {

System.out.println(mm);

}\*/

//Iterator ii = mm.iterator();

Set ss = mm.entrySet(); // converting map to set

Iterator ii = ss.iterator();

while(ii.hasNext()) {

//System.out.println(ii.next());

Map.Entry mp = (Map.Entry)ii.next(); //converting set to Map.Entry interface reference

System.out.println("Key is "+mp.getKey()+" , Values "+mp.getValue());

}

}

}

**Collection Framework with different type of values with Generics**

import java.util.\*;

public class CollectionExpDemo {

public static void main(String args[]) {

List ll = new ArrayList();

ll.add(10); // auto-boxing

ll.add(10.10);

ll.add("Ravi");

ll.add(20);

Object obj = ll.get(1);

if(obj instanceof Integer) {

Integer i = (Integer)obj;

int n = i.intValue();

System.out.println(n);

}

if(obj instanceof Double) {

Double i = (Double)obj;

double n = i.doubleValue();

System.out.println(n);

}

}

}

**Generics**

**Collection Framework with Generics**

CollectionClassName <Type>referenceName = new CollectionClass<Type>();

Set<Type> std = new HashSet<Type>();

Type may be all wrapper classes or user defined class object or string class.

Set<Integer> ss = new HashSet<Integer>();

import java.util.\*;

public class CollectionExpDemo {

public static void main(String args[]) {

List<Integer> ll = new ArrayList<Integer>();

ll.add(100); // auto-boxing : converting primitive to object

//ll.add("Ravi");

//ll.add(30.40);

ll.add(200);

ll.add(300);

int n = ll.get(0); // auto - unboxing : converting object to primitive

System.out.println(n);

}

}

**Collection Framework with Complex Object**

**Employee.java**

**package** bean;

**public** **class** Employee {

**private** **int** id;

**private** String name;

**private** **float** salary;

**public** **int** getId() {

**return** id;

}

**public** **void** setId(**int** id) {

**this**.id = id;

}

**public** String getName() {

**return** name;

}

**public** **void** setName(String name) {

**this**.name = name;

}

**public** **float** getSalary() {

**return** salary;

}

**public** **void** setSalary(**float** salary) {

**this**.salary = salary;

}

**public** Employee(**int** id, String name, **float** salary) {

**super**();

**this**.id = id;

**this**.name = name;

**this**.salary = salary;

}

**public** Employee() {

**super**();

// **TODO** Auto-generated constructor stub

}

@Override

**public** String toString() {

**return** "Employee [id=" + id + ", name=" + name + ", salary=" + salary + "]";

}

}

**DemoTest.java**

package main;

import java.util.ArrayList;

import java.util.Iterator;

import java.util.List;

import bean.Employee;

public class DemoTest {

public static void main(String[] args) {

List<Employee> listOfEmp = new ArrayList<Employee>();

Employee emp1 = new Employee();

emp1.setId(100);

emp1.setName("Ravi");

emp1.setSalary(14000);

Employee emp2 = new Employee(101, "Ramesh", 16000);

System.out.println("Number of Records are "+listOfEmp.size());

listOfEmp.add(emp1);

listOfEmp.add(emp2);

listOfEmp.add(new Employee(102,"Rakesh",18000));

//System.out.println("Number of records are "+listOfEmp.size());

//listOfEmp.remove(0);

//System.out.println("Number of records are "+listOfEmp.size());

//listOfEmp.remove(emp2);

//System.out.println("Number of records are "+listOfEmp.size());

Iterator<Employee> ii = listOfEmp.iterator();

while(ii.hasNext()){

//Object obj = ii.next(); //without ii.next() method return type is Object class reference.

//Employee emp = (Employee)obj; // down level type casting.

//System.out.println("id is "+emp.getId()+" Name is "+emp.getName()+"Salary is "+emp.getSalary());

//System.out.println(emp);

Employee emp = ii.next();

System.out.println(emp);

}

}

}

**Arrays and Collections -🡪classes**

Both are static classes (all methods are static). Which provide set of methods which to do some operation of primitive array(Arrays) and List (Collections) classes respectively.

Soring for primitive values

**package** main;

**import** java.util.Arrays;

**public** **class** DemoTest1 {

**public** **static** **void** main(String[] args) {

**int** abc[]= {4,3,1,6,5,2,7,9,8};

System.***out***.println("Before sorting");

**for**(**int** n:abc) {

System.***out***.print(n+" ");

}

System.***out***.println();

System.***out***.println("After sorting");

Arrays.*sort*(abc);

**for**(**int** n:abc) {

System.***out***.print(n+" ");

}

}

}

**Collections.sort**

**package** main;

**import** java.util.ArrayList;

**import** java.util.Collections;

**import** java.util.List;

**public** **class** DemoTest2 {

**public** **static** **void** main(String[] args) {

List<String> listOfStd = **new** ArrayList<>();

listOfStd.add("Vijay"); listOfStd.add("Mahesh"); listOfStd.add("Dinesh");

listOfStd.add("Vikash"); listOfStd.add("Ajay");

System.***out***.println("For each loop Before sort");

**for**(String name:listOfStd) {

System.***out***.print(name+"--");

}

Collections.*sort*(listOfStd);

System.***out***.println("\nAfter sorting Asc");

**for**(String name:listOfStd) {

System.***out***.print(name+"--");

}

Collections.*reverse*(listOfStd);

System.***out***.println("\nAfter sorting Desc");

**for**(String name:listOfStd) {

System.***out***.print(name+"--");

}

}

}

**Comparable and Comparator**

By default all wrapper + String class internally implements Comparable interface. That interface contains compareTo() method. This method help to do sorting.

**Day 9**

**21/01/2020**

**Assignment 7 : Comparator**

Employee -🡪 id,name,salary

Sorting by Id Asc, Desc

Sorting by Name Asc, Desc

Sorting by Salary Asc, Desc

Write Sample example to sort by Id, Name or Salary option takes through keyboards.

Sort by what

Id

Asc /Desc

Name

Asc /Desc

Salary

Asc/Desc

**2nd Mini Project**

**Sprint 1**

Product 🡪 bean package

pid, pname, price

ProductService -🡪 service package don’t use System.out.println🡪 in service

List/Set/Map of Product object.

Business methods

addProduct : object as a parameter (product) from main

product id must be unique

display result in main

updateProduct –object as parameter

update price using pid

deleteProduct 🡪 pid

delete using pid

displayAllProudct()

return all product

retrieveProductPrice()

using productId

main

Product Operation

Main Method

do {

1:Add

2:Update

3:Delete

4:DisplayAll

5: price using Id

switch(){

}

}while()

**IO Package**

Input Output Operation

**Stream :** Flow of data or it is abstraction between source and destination.

Source 🡪 keyboard, file, network, database etc

Destination 🡪 monitor (console), file, network ,database etc.

System.out.println(“”);

System.in

System is a pre-defined class part of lang package.

in, out,err are static property or reference.

in is a Reference of **InputStream**

out and err is a Reference of **PrintStream**

PrintStream ps = System.out;

ps.println(“Welcome to Java.”);

ps is a reference of Standard output device ie monitor.

InputStream is = System.in;

is is a reference of Standard input device ie keyboard.

IO

Stream

byte char

Input Output Input Output

Abstract classes

InputStream OutputStream Reader Writer

DataInputStream DataOutputStream InputStreamReader,OutputStreamWriter

FileInputStream FileOutputStream FileReader, FileWriter

BufferedInputStream BufferedOutputStream BufferedReader ,BufferedWriter

ObjectInputStream,OutputOutputStream

PrintStream PrintWriter

**Byte wise**

Source 🡪 Keyboard

Destination 🡪 Console

**package** com;

**import** java.io.DataInputStream;

**import** java.io.PrintStream;

**public** **class** ByteWiseInputAndOutputOperation {

**public** **static** **void** main(String[] args) **throws** Exception{

DataInputStream dis = **new** DataInputStream(System.***in***);

PrintStream ps = System.***out***;

ps.println("Enter the id ");

**int** id = Integer.*parseInt*(dis.~~readLine~~()); //convert string to int

ps.println("Enter the name");

String name = dis.~~readLine~~();

ps.println("Enter the salary");

**float** salary = Float.*parseFloat*(dis.~~readLine~~());

ps.println("Id is "+id);

ps.println("Name is "+name);

ps.println("Salary is "+salary);

}

}

**Byte wise**

Source 🡪 Keyboard

Destination 🡪 File

**package** com;

**import** java.io.DataInputStream;

**import** java.io.FileOutputStream;

**public** **class** ByteWiseFileOperation {

**public** **static** **void** main(String[] args) **throws** Exception{

DataInputStream dis = **new** DataInputStream(System.***in***);

FileOutputStream fos = **new** FileOutputStream("abc.txt");

System.***out***.println("Enter the data");

**int** ch;

**while**((ch=dis.read()) != '@') {

System.***out***.println(ch +"="+(**char**)ch);

fos.write(ch);

}

fos.close();

System.***out***.println("File created");

}

}

**Byte wise**

Source 🡪 File

Destination 🡪 File

**package** com;

**import** java.io.FileInputStream;

**import** java.io.FileOutputStream;

**public** **class** ByteWiseFileOperation1 {

**public** **static** **void** main(String[] args) **throws** Exception{

FileInputStream fis = **new** FileInputStream("C:\\Users\\91990\\Desktop\\Innoserv Online Training\\Java New Training Notes\\fullstacktrainingforzensar\\Java Programs\\ExpDemo.java");

FileOutputStream fos = **new** FileOutputStream("info.txt");

**int** ch;

**while**((ch=fis.read()) != -1){ //'a' or '@' EOF in java -1 is consider as EOF

fos.write(ch);

}

fis.close();

fos.close();

System.***out***.println("File copied...");

}

}

Buffer : It is temporary memory : It is use to improve the performance of file operation.

**Byte wise with Buffered Operation with file handling**

**package** com;

**import** java.io.BufferedInputStream;

**import** java.io.BufferedOutputStream;

**import** java.io.FileInputStream;

**import** java.io.FileOutputStream;

**public** **class** ByteWiseFileOperation1 {

**public** **static** **void** main(String[] args) **throws** Exception{

FileInputStream fis = **new** FileInputStream("C:\\Users\\91990\\Desktop\\Innoserv Online Training\\Java New Training Notes\\fullstacktrainingforzensar\\Java Programs\\ExpDemo.java");

BufferedInputStream bis = **new** BufferedInputStream(fis); // connect to buffer

FileOutputStream fos = **new** FileOutputStream("info.doc");

BufferedOutputStream bos = **new** BufferedOutputStream(fos);

**int** ch;

**while**((ch=bis.read()) != -1){ //'a' or '@' EOF in java -1 is consider as EOF

bos.write(ch);

}

bos.flush();

fis.close();

fos.close();

System.***out***.println("File copied...");

}

}

**Char wise classes**

Source 🡪Keyboard

Destination 🡪 console

**package** com;

**import** java.io.BufferedReader;

**import** java.io.InputStreamReader;

**public** **class** CharcaterWiseInputOperation {

**public** **static** **void** main(String[] args) **throws** Exception{

//InputStreamReader isr = new InputStreamReader(System.in);

//BufferedReader br = new BufferedReader(isr);

BufferedReader br = **new** BufferedReader(**new** InputStreamReader(System.***in***));

System.***out***.println("Enter the id");

**int** id = Integer.*parseInt*(br.readLine());

System.***out***.println("Enter the name");

String name = br.readLine();

System.***out***.println("Enter the salary");

**float** salary = Float.*parseFloat*(br.readLine());

System.***out***.println("id is "+id);

System.***out***.println("name is "+name);

System.***out***.println("salary s "+salary);

}

}

**Character wise file operation**

**package** com;

**import** java.io.FileReader;

**import** java.io.FileWriter;

**public** **class** CharacterwiseFileOperation {

**public** **static** **void** main(String[] args) **throws** Exception{

FileReader fr = **new** FileReader("info.txt");

FileWriter fw = **new** FileWriter("D:\\infodetails.txt");

**int** ch;

**while**((ch=fr.read()) != -1) { // read data till end -1 EOF

fw.write(ch);

}

fr.close();

fw.close();

System.***out***.println("File copied...");

}

}

**Assignment 9:**

**File Assignment**

1. Convert all file information in upper case in target file.
2. Convert all file information in lower case in target file
3. Convert all sentence first letter in upper case.
4. Display number of character present in file.
5. Display number of words present in file.

Store and Retrieve primitive data types like id,name,salary

DataInputStream with FileInputStream :

DataOutputStrream with FileOutputStream :

**Object Serialization :** Storing the object itself or object property or converting object into stream or serializable format is known as Object Serialization.

Object -🡪property, behaviour and identity

Id,name,salary 🡪 property

toString() or user defined -🡪 behaviour

identity 🡪 emp

**Object De-Serialization** : converting stream object back to object format is known as Object De-Serialization.

Which class object do you want to do serialization that class must be implements Serializable interface.

Serializable interface is a type of maker interface.

It support to do Serialization.

**2nd Mini Project**

**Sprint 2**

Product Object Stored permanently in external file.

**Hint : (Collection Framework to store multiple objects)**

**JDBC**

**Java Database Connectivity :** JDBC is a API(Application Programming interface) which provide set of classes and interfaces which help to connect database (oracle, mysql, db2 or sql server) through Java Technologies.

Steps to connect MySQL database through Java Technologies.

1. import java packages

java.sql.\*;

javax.sql.\*;

1. Write user-defined method or main method with exception handling concept ie try-catch or throws because JDBC through SQLException checked exception.
2. Load the Driver

Driver : piece of software.

Driver : It is pre-defined API provided by vendor whose database going to connect.

**4 types**

1. Type 1 : JDBC ODBC Bridge Driver : removed from Java8 onward. OS Dependent. Performance wise slow. ODBC code written using C.
2. Type 2 : JDBC Native API Driver : Database dependent. Performance very fast.
3. Type 3 : JDBC Net protocol Driver : Server(Web Logic, JBoss, GlashFish) where we have configure Database Source Features.
4. Type 4 : JDBC Pure or thin Driver . Download jar file respective that database. Jar file is database dependent. JDBC type 4 code written using Java.

Class.forName(“driverName”)

Class is a pre-defined class part of lang package. Which contains forName() static method which help to load the driver(API).

1. Establish the connection :

DriverManager is a pre-defined class provided getConnection static method. which takes three parameter url, username,password etc.

DriverManager.getConnection(url,username,password);

**getConnection()** method return type is Connection interface reference.

1. Create Statement :

Types of Statement

1. Statement
2. PreparedStatement
3. CallableStatement

Statement, PreparedStatement, CallableStatement all are interfaces which provide set of methods which help to do some operation on table or procedure or functions.

Syntax to create the Statement

**Statement stmt = con.createStatement();**

* 1. Retrieve :

ResultSet rs = stmt.executeQuery(“select clause”);

executeQuery method return type is ResultSet interface

reference.

* 1. DML Operation

int res = stmt.executeUpdate(“DML Operation”);

Insert may be exception

Or

res 1

if(res>0) {

System.out.println(res);

}

Delete and update count depending query get effected.

No record effected count is 0 else number records effect hold by count variable.

Statement : Statement interface doesn’t support parameterized query concept.

When we execute any query using Statement, query get compile on java side, send to database, then execute in database and get the acknowledgement may be success or failure.

PreparedStatement : it support parameterized query concept.

When we execute any query using PreparedStatement query compile once and execute n number of times in database.

Using PreparedStatement we can improve the performance.

PreparedStatement reference is use for only one query at time.

Callable Statement is use to execute Stored Procedure or Function from database.

Stored Procedure or Function : Executing more than one query with terms and conditions and stored with named block.

**Sprint 3 Release**

**Day 10**

**22/01/2020**

**Java 7 Features**

In switch we can use variable type is String reference.

switch(variableName) {

case 1 or ‘a’ or “abc”:

}

Try with more than one exception in single catch block syntax

**package** com;

**public** **class** TryWithMutlipleException {

**public** **static** **void** main(String[] args) {

**try** {

} **catch** (ArithmeticException | ArrayIndexOutOfBoundsException e) {

}**catch** (NumberFormatException e) {

}

}

}

Try with resources

**Try without Resource with finally**

package com;

import java.io.FileInputStream;

import java.io.FileOutputStream;

public class TryWithOutResource {

public static void main(String[] args) {

FileInputStream fis = null;

FileOutputStream fos = null;

try {

fis = new FileInputStream("C:\\Users\\91990\\Desktop\\Innoserv Online Training\\Java New Training Notes\\fullstacktrainingforzensar\\Java Programs\\Demo.java");

fos = new FileOutputStream("xyz.txt");

int ch;

while((ch=fis.read()) != -1) {

fos.write(ch);

}

} catch (Exception e) {

System.err.println(e);

}finally {

try {

fis.close();

fos.close();

}catch (Exception e) {

// TODO: handle exception

}

}

}

}

**Try with Resources**

In Sprint 2 we have to use exception handling try with resources

**try(**

**Create the object of those classes which class implements AutoCloseable.**

**) {**

**}catch(Exception e) {**

**}**

**Try with resources**

**package** com;

**import** java.io.FileInputStream;

**import** java.io.FileOutputStream;

**public** **class** TryWithResource {

**public** **static** **void** main(String[] args) {

**try**(

FileInputStream fis = **new** FileInputStream("C:\\Users\\91990\\Desktop\\Innoserv Online Training\\Java New Training Notes\\fullstacktrainingforzensar\\Java Programs\\Demo.java");

FileOutputStream fos = **new** FileOutputStream("xyz.txt");

)

{

**int** ch;

**while**((ch=fis.read()) != -1) {

fos.write(ch);

}

}**catch** (Exception e) {

// **TODO**: handle exception

System.***err***.println(e.toString());

}

}

}

**Try with Resources**

**package** com;

**class** Employee **implements** AutoCloseable{

**void** display() {

System.***out***.println("business method");

}

@Override

**public** **void** close() **throws** Exception {

// **TODO** Auto-generated method stub

System.***out***.println("close method called..");

}

}

**public** **class** TryWithUserdefinedResource {

**public** **static** **void** main(String[] args) {

**try**(Employee emp = **new** Employee()) {

emp.display();

}**catch**(Exception e) {}

}

}

**Java 8 Features**

**Interface :**

Interface can contains method with body from Java8.

But method must be default or static.

interface A {

void dis1();

default void dis2() {

System.out.println("Default dis2() method implementation");

}

default void dis3() {

dis2();

System.out.println("Default dis2() method implementation");

}

static void dis4() {

System.out.println("Default static implementation");

}

}

class B implements A{

public void dis1() {

System.out.println("dis1() method override by B class");

}

public void dis3() {

System.out.println("dis3() default implementation override by B class");

}

}

class Java8Features {

public static void main(String args[]) {

B obj1 = new B();

obj1.dis1();

obj1.dis2();

obj1.dis3();

A.dis4();

}

}

**Functional interfaces :**

The interface which contains only method is known as functional interface. This interface can contains more than one default as well as static but only one abstract methods.

**Functional Interface**

@FunctionalInterface

interface A {

void dis1();

//void dis2();

default void dis3() {}

static void dis4() {}

default void dis5() {}

}

class Java8Features {

public static void main(String args[]) {

}

}

**Inner classes (Java5 onwards).**

Class within another class is known as inner class.

1. Non static inner class
2. Static inner class
3. Anonymous inner class
4. Local inner class

**Non Static Inner class**

class Outer {

int a;

void dis1(){

System.out.println("Outer class dis() method");

Inner in = new Inner();

//in.dis2();

}

class Inner {

int b;

void dis2() {

System.out.println("Inner class dis2() method "+a);

//dis1();

}

}

}

class InnerClassDemo {

public static void main(String args[]) {

Outer out = new Outer();

out.dis1();

//Inner in = new Inner();

Outer.Inner in = out.new Inner();

in.dis2();

Outer.Inner in1 = new Outer().new Inner();

in1.dis2();

Outer.Inner in2 = new Outer().new Inner();

in2.dis2();

}

}

**Static Inner class**

class Outer {

int a;

void dis1(){

System.out.println("Outer class dis() method");

}

static class Inner {

int b;

void dis2() {

System.out.println("Inner class dis2() method ");

}

}

}

class InnerClassDemo {

public static void main(String args[]) {

//Outer.Inner in1=new Outer().new Inner(); //Non static Inner class

Outer.Inner in2 = new Outer.Inner(); //Static Inner class

in2.dis2();

}

}

**Anonymous Inner Class**

interface A {

void dis1();

}

class B implements A {

public void dis1() {

System.out.println("B class implements A interface method");

}

}

class InnerClassDemo {

public static void main(String args[]) {

A obj1 = new B(); //Runtime polymorphism

obj1.dis1();

A obj2 = new A(){

public void dis1() {

System.out.println("A interface implementation provided by anonymous inner class first logic");

}

};

obj2.dis1();

A obj3 = new A(){

public void dis1() {

System.out.println("A interface implementation provided by anonymous inner class second logic");

}

};

obj3.dis1();

}

}

**Local Inner class**

class InnerClassDemo {

public static void main(String args[]) {

class Inner {

void dis1() {

System.out.println("Local Inner class");

}

}

Inner in = new Inner();

in.dis1();

}

}

**Lambda Expression**

Lambda Expression is a type of anonymous Inner function or methods.

From Java8 onwards we can say Java is procedure, object oriented and functional programming language like JavaScript.

Inner or nested functions.

Lambda expression we have use only those interface which is known as Functional interfaces.

Simple Lambda Expression Example

@FunctionalInterface

interface A {

void dis1();

}

class B implements A {

public void dis1() {

System.out.println("B class implements A interface method");

}

}

class Java8Features{

public static void main(String args[]) {

//1st way

A obj1 = new B();

obj1.dis1();

//2nd way

A obj2 = new A(){

public void dis1() {

System.out.println("A interface implementation provided by anonymous inner class first logic");

}

};

obj2.dis1();

//3rd way using lambda expression

A obj3 = ()->System.out.println("dis1() method implementation provided by lambda expression");

obj3.dis1();

A obj4 = () -> {

System.out.println("1st statement");

System.out.println("2nd statement");

};

obj4.dis1();

}

}

**Another Example for lambda**

@FunctionalInterface

interface Calculation {

public int add(int x, int y);

}

class Java8Features{

public static void main(String args[]) {

Calculation c1 = (a,b)->a+b;

System.out.println(c1.add(1,2));

Calculation c2 = (int a,int b)->a+b;

System.out.println(c2.add(3,4));

Calculation c3 = (int x,int y)->x+y;

System.out.println(c3.add(5,6));

Calculation c4 = (int x, int y)->{

int sum = x+y;

return sum;

};

System.out.println(c4.add(7,8));

}

}

**Lambda Expression with passing object and return objects**

class Employee {

String name;

float salary;

}

@FunctionalInterface

interface EmployeeInterface {

public Employee passEmployee(Employee emp);

}

class Java8Features{

public static void main(String args[]) {

Employee emp1 = new Employee();

emp1.name="Ravi Kumar";

emp1.salary=24000;

EmployeeInterface empInf = (emp)->{

emp.salary = emp.salary+2000;

return emp;

};

Employee emp2 = empInf.passEmployee(emp1);

System.out.println("Name is "+emp2.name+" Salary is "+emp2.salary);

}

}

**Predefined functional interfaces**

**function** package is a package. It is sub package of util packages.

**Top level functional interfaces**

javap java.util.function.Function

javap java.util.function.Predicate

javap java.util.function.Consumer

javap java.util.function.Supplier

1. **Function :**  apply() function. Takes T parameter and return R value.
2. **Predicate :** test() : which takes T as parameter and return boolean value.
3. **Consumer :** accept() takes T as parameter and no return type.
4. **Supplier :** get() no parameter and return T value.

**Function code**

**package** com;

**import** java.util.function.Function;

**class** MyFunction **implements** Function<Integer, String>{

@Override

**public** String apply(Integer t) {

**return** "You pass value as "+t;

}

}

**public** **class** FunctionDemoTest {

**public** **static** **void** main(String[] args) {

Function<Integer, String> r = **new** MyFunction();

System.***out***.println(r.apply(100));

Function<Integer,Integer> r1 = (val)->val+100;

System.***out***.println(r1.apply(200));

}

}

**Consumer Code**

**package** com;

**import** java.util.function.Consumer;

**class** MyConsumer **implements** Consumer<Float>{

@Override

**public** **void** accept(Float t) {

System.***out***.println(t);

}

}

**public** **class** MyConsumerDemo {

**public** **static** **void** main(String[] args) {

Consumer<Float> c1 = **new** MyConsumer();

c1.accept(10.10f);

c1.accept(20.20f);

Consumer<Integer> c2 = (v)->System.***out***.println(v);

c2.accept(100);

c2.accept(200);

}

}

**Supplier Code**

**package** com;

**import** java.util.function.Supplier;

**class** DemoSupplier **implements** Supplier<String>{

@Override

**public** String get() {

// **TODO** Auto-generated method stub

**return** "Welcome to Java8 Features";

}

}

**public** **class** MySupplier {

**public** **static** **void** main(String[] args) {

Supplier<String> s = **new** DemoSupplier();

System.***out***.println(s.get());

Supplier<String> s1 = ()->"Welcome Java8 Features using Lambda Expression";

System.***out***.println(s1.get());

}

}

**Predicate Code**

**package** com;

**import** java.util.function.Predicate;

**class** MyPredicate **implements** Predicate<Integer>{

@Override

**public** **boolean** test(Integer t) {

// **TODO** Auto-generated method stub

**return** t>100;

}

}

**public** **class** PredicateDemoTest {

**public** **static** **void** main(String[] args) {

Predicate<Integer> p1 = **new** MyPredicate();

System.***out***.println(p1.test(50));

System.***out***.println(p1.test(150));

Predicate<String> p2 = (name)->name.length()>10;

System.***out***.println(p2.test("Ravi Kumar"));

System.***out***.println(p2.test("Ajay Kumar Patil"));

}

}

**ArrayList using forEach method**

**package** com;

**import** java.util.ArrayList;

**import** java.util.Iterator;

**import** java.util.List;

**import** java.util.function.Consumer;

**public** **class** ForEachMethodDemo {

**public** **static** **void** main(String[] args) {

List<String> stdNames = **new** ArrayList<String>();

stdNames.add("Ravi"); stdNames.add("Seeta");stdNames.add("Reeta");stdNames.add("Ajay");

stdNames.add("Ramu"); stdNames.add("Teeta");stdNames.add("Lokesh");stdNames.add("Vijay");

System.***out***.println("Using for each loop");

**for**(String name:stdNames) {

System.***out***.print(name+" ");

}

System.***out***.println();

System.***out***.println("Using Iterator");

Iterator<String> li = stdNames.iterator();

**while**(li.hasNext()) {

String name = li.next();

System.***out***.print(name+" ");

}

System.***out***.println();

System.***out***.println("Using Constumer with Lambda Expression");

stdNames.forEach(val->System.***out***.print(val+" "));

}

}

**Stream API:**

**Stream API** is use to process collection of data from collection framework or primitive array. Stream API provide lot method, those methods we can use as a pipe line to load the data on demand. Stream hold the data form temporary purpose.

**Intermediate operator as well as terminal operator**

**Intermediate operator return stream itself.**

**Where terminal operator return non stream means void, int, float, Boolean etc.**

**Intermediate operator is use to solve the business requirement.**

**Collection**

**--🡪 Stream -🡪 in1-🡪in2-🡪in3-🡪in4-🡪Tr.**

**Array of primitive**

**Stream get destroy.**

**Stream doesn’t change your origin data.**

**Day 11**
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**Stream API**

Collection framework or Data Structure is an in-memory data structure to hold value and before we start using in Collection. First we have to load the all values or populated all values using loop or iterator or Enumeration etc. If we do any changes in data original data get effected.

Using Stream API we can load the data on-demand. Stream doesn’t effect or update origin data.

Using Stream we can apply one or more operation on stream data.

Stream operator or methods divided into two types

1. Intermediate operator or methods. This method return type is Stream reference or object.
2. Terminator operator or methods. This method return type is non Stream means primitive type or void type.

Streaming You tube video

Source Data

Collection Framework

With primitive or

Complex object -🡪 Stream -🡪 I1🡪I2-🡪In--🡪T: primitive type or

void or Collection or primitive array.

Primitive array --🡪 Stream

Stream API’s Intermediate operator or terminal operator take the help of lambda expression with functional interface or Method reference to achieve the task on demand.

**Stream Example**

**package** com;

**import** java.util.ArrayList;

**import** java.util.List;

**import** java.util.stream.IntStream;

**import** java.util.stream.Stream;

**public** **class** StreamCreationTest {

**public** **static** **void** main(String[] args) {

//1st way Primitive types

//Stream<Integer> s1 = Stream.of(10,20,30,40,50,60);

//s1.forEach(v->System.out.print(v+" "));

//2nd Way Integer object

//Integer abc[]= {10,20,30,40,50,60};

//Stream<Integer> s1 = Stream.of(abc);

//s1.forEach(v->System.out.print(v+" "));

//3rd way primitive array

//int abc[]= {10,20,30,40,50,60};

//IntStream s1 = IntStream.of(abc);

//s1.forEach(v->System.out.print(v));

//4th way Collection

//List<String> listOfStd = new ArrayList<>();

//listOfStd.add("Ravi"); listOfStd.add("Ramesh"); listOfStd.add("Ajay");

//listOfStd.add("Vikash"); listOfStd.add("Akash");

//Stream<String> s1 = listOfStd.stream();

//s1.forEach(v1->System.out.print(v1+" "));

//5th Way Collection with complex object

List<Employee> listOfEmp = **new** ArrayList<>();

listOfEmp.add(**new** Employee(100, "Ravi", 16000));

listOfEmp.add(**new** Employee(101, "Ramesh", 19000));

listOfEmp.add(**new** Employee(102, "Raju", 12000));

listOfEmp.add(**new** Employee(103, "Rakesh", 15000));

Stream<Employee> s1 = listOfEmp.stream();

//s1.forEach(e->System.out.print(e.getId()+" "));

//s1.forEach(e->System.out.print(e.getName()+" "));

//s1.forEach(e->System.out.print(e.getSalary()+" "));

//s1.forEach(e->System.out.println(e));

//listOfEmp.stream().forEach(emp->System.out.println(emp));

}

}

**Map** map is a one type of intermediate operator. Map() produce a new stream applying for each value or data or the original stream.

**package** com;

**import** java.util.ArrayList;

**import** java.util.List;

**import** java.util.stream.Stream;

**public** **class** StreamWithMap {

**public** **static** **void** main(String[] args) {

List<Employee> listOfEmp = **new** ArrayList<>();

listOfEmp.add(**new** Employee(100, "Vikash", 16000));

listOfEmp.add(**new** Employee(101, "Ajay", 19000));

listOfEmp.add(**new** Employee(102, "Mahesh", 12000));

listOfEmp.add(**new** Employee(103, "Rakesh", 15000));

//1st way

//Stream<Employee> s1 = listOfEmp.stream();

//Stream<Employee> s2 = s1.map(emp->emp); // generic map

//s2.forEach(emp->System.out.println(emp));

//2nd way

//listOfEmp.stream().map(emp->emp).forEach(emp->System.out.println(emp));

//3rd : Using map passing emp object and return only name

//listOfEmp.stream().map(emp->emp.getName()).forEach(emp->System.out.print(emp+" "));

//System.out.println();

//listOfEmp.stream().forEach(emp->System.out.print(emp.getName()+" "));

//4th : using map passing emp object and return only name in upper case

//listOfEmp.stream().map(emp->emp.getName().toUpperCase()).forEach(emp->System.out.print(emp+" "));

//5th : using map passing emp object and return only name in upper case with sorted..

// listOfEmp.stream().map(emp->emp.getName().toUpperCase()).sorted().forEach(name->System.out.println(name));

//6th way Dispaly by Id and salary

//listOfEmp.stream().map(emp->emp).forEach(emp->System.out.println("id is "+emp.getId()+" Salary "+emp.getSalary()));

}

}

Filter() : Filter accept a predicate to filter all elements of the stream. This operator is intermediate operator. To get the data from filter() we have to connect terminal operator.

**Filter example**

**package** com;

**import** java.util.ArrayList;

**import** java.util.List;

**public** **class** StreamWithFilter {

**public** **static** **void** main(String[] args) {

// **TODO** Auto-generated method stub

List<Employee> listOfEmp = **new** ArrayList<>();

listOfEmp.add(**new** Employee(100, "Vikash", 16000));

listOfEmp.add(**new** Employee(101, "Ajay", 19000));

listOfEmp.add(**new** Employee(102, "Mahesh", 12000));

listOfEmp.add(**new** Employee(103, "Rakesh", 15000));

//1st filter by id

//listOfEmp.stream().filter(emp->emp.getId()==100).forEach(emp->System.out.println(emp));

//2nd filter by Name

//listOfEmp.stream().filter(emp->emp.getName().contains("e")).forEach(emp->System.out.println(emp));

//3rd Filter by salary

//listOfEmp.stream().filter(emp->emp.getSalary()>15000).forEach(emp->System.out.println(emp));

//4th Filter with Map to display Name with salary condition

//float salary = 16000;

//listOfEmp.stream().filter(emp->emp.getSalary()>salary ).map(emp->emp.getName()).forEach(name->System.out.println(name));

//listOfEmp.stream().filter(emp->emp.getSalary()>15000).forEach(name->System.out.println(name));

//5th filter with two conditions

listOfEmp.stream().filter(emp->emp.getSalary()>15000 && emp.getId()==101).map(emp->emp.getName()).forEach(name->System.***out***.println(name));

}

}

**collect:** This is know as Terminal operator which help to repacking the elements or data into collections.

DAO Layer

**Collect example**

**package** com;

**import** java.util.ArrayList;

**import** java.util.List;

**import** java.util.Set;

**import** java.util.stream.Collectors;

**public** **class** StreamWithCollect {

**public** **static** **void** main(String[] args) {

List<Employee> listOfEmp = **new** ArrayList<>();

listOfEmp.add(**new** Employee(100, "Vikash", 16000));

listOfEmp.add(**new** Employee(101, "Ajay", 19000));

listOfEmp.add(**new** Employee(102, "Mahesh", 12000));

listOfEmp.add(**new** Employee(103, "Rakesh", 15000));

System.***out***.println("Before Stream Number of records are "+listOfEmp.size());

//1st Way Collect all object with filter the data.

//List<Employee> listOfEmp1 = listOfEmp.stream().filter(emp->emp.getSalary()>=16000).collect(Collectors.toList());

//System.out.println("Number of Records are "+listOfEmp1.size());

//2nd Way Collect only name with filter data

//List<String> names = listOfEmp.stream().filter(emp->emp.getSalary()>=16000).map(emp->emp.getName()).collect(Collectors.toList());

//System.out.println("Names are "+names.size());

//System.out.println(names);

//3rd Way Collect all object with filter the data and store in Set

//Set<Employee> listOfEmp1 = listOfEmp.stream().filter(emp->emp.getSalary()>=16000).collect(Collectors.toSet());

//System.out.println("Number of Records are "+listOfEmp1.size());

}

}

More intermediate operator

**skip(), limit(),distinct() etc**

**Terminal Operator**

count()

**package** com;

**import** java.util.ArrayList;

**import** java.util.List;

**public** **class** StreamWithIntermediateOperator {

**public** **static** **void** main(String[] args) {

List<String> listOfStd = **new** ArrayList<>();

listOfStd.add("Ramesh"); listOfStd.add("Ajay");

listOfStd.add("Ajay");listOfStd.add("Vikash");

listOfStd.add("Mahesh"); listOfStd.add("Dinesh");

listOfStd.add("Seeta");listOfStd.add("Meeta");

//1st all names

listOfStd.stream().forEach(name->System.***out***.print(name+" "));

//2st all names with skip few names

System.***out***.println();

listOfStd.stream().skip(3).forEach(name->System.***out***.print(name+" "));

//3rd limit the names

System.***out***.println();

listOfStd.stream().limit(4).forEach(name->System.***out***.print(name+" "));

//4th distinct

System.***out***.println();

listOfStd.stream().distinct().forEach(name->System.***out***.print(name+" "));

//5th count

**long** numberOfRec = listOfStd.stream().count();

System.***out***.println();

System.***out***.println("Number of records "+numberOfRec);

//6th count with remove duplicate

**long** uniqueRec = listOfStd.stream().distinct().count();

System.***out***.println();

System.***out***.println("Number of records "+uniqueRec);

}

}

reduce() : It is a type of terminal operator which help to generate result base upon the conditions.

**max(),**

**min()**

**avg()**

**reduce example**

**package** com;

**import** java.util.ArrayList;

**import** java.util.List;

**import** java.util.Optional;

**public** **class** StreamWithReduce {

**public** **static** **void** main(String[] args) {

List<String> listOfStd = **new** ArrayList<>();

listOfStd.add("Ramesh"); listOfStd.add("Ajay");

listOfStd.add("Ajay");listOfStd.add("Vikash");

listOfStd.add("Mahesh"); listOfStd.add("Dinesh");

listOfStd.add("Seeta");listOfStd.add("Meeta");

Optional<String> str = listOfStd.stream().filter(s->s.endsWith("b")).reduce((s1,s2)->s1+""+s2);

**if**(str.isPresent()) {

System.***out***.println("yes");

}**else** {

System.***out***.println("No");

}

}

}

**match()** : match operator are type of terminal operator which return type is Boolean base upon the intermediate filter() operator.

**Match operator**

**package** com;

**import** java.util.ArrayList;

**import** java.util.List;

**public** **class** StreamWithMatchOperation {

**public** **static** **void** main(String[] args) {

List<String> listOfStd = **new** ArrayList<>();

listOfStd.add("Ramesh"); listOfStd.add("Ajay");

listOfStd.add("Ajay");listOfStd.add("Vikash");

listOfStd.add("Mahesh"); listOfStd.add("Dinesh");

listOfStd.add("Seeta");listOfStd.add("Meeta");

//1st match operation

**boolean** res1 = listOfStd.stream().anyMatch(name->name.startsWith("A"));

//2nd match operation

**boolean** res2 = listOfStd.stream().allMatch(name->name.startsWith("A"));

//3rd operation

**boolean** res3 = listOfStd.stream().noneMatch(name->name.startsWith("B"));

System.***out***.println(res1);

System.***out***.println(res2);

System.***out***.println(res3);

}

}

**Method Reference :**

Java 8 Provide method reference concept. Method reference is use to refer method of functional interface. It is compact and easy form of lambda expression. Method is reference is a replacement of lambda expression.

To achieve the method reference we have to use

**::** Opterator

Static method reference

Non static method reference

Constructor method reference

**package** com;

**interface** A {

**void** dis1();

}

**class** B {

**public** **static** **void** dis1() {

System.***out***.println("This is static method reference");

}

}

**class** C {

**public** **void** dis1() {

System.***out***.println("This non static method reference");

}

}

**public** **class** MethodReferenceDemo {

**public** **static** **void** main(String[] args) {

A obj1 = ()->System.***out***.println("Provided by using Lambda Expression 1 time");

obj1.dis1();

A obj2 = ()->System.***out***.println("Provided by using Lambda Expression 1 time");

obj2.dis1();

// Non static method reference

A obj3 = B::*dis1*; // Link B class with static Method reference concept.

obj3.dis1();

A obj4 = B::*dis1*;

obj4.dis1();

C ref = **new** C();

A obj5 = ref::dis1; // Link C class with Non static method reference concept

obj5.dis1();

}

}

**Stream API with method Reference**

**package** com;

**import** java.util.ArrayList;

**import** java.util.List;

**import** java.util.function.Function;

**public** **class** SteamWithMethodRefernce {

**public** **static** **void** main(String[] args) {

Function<String, Integer> str = (op)->Integer.*parseInt*( op);

System.***out***.println(str.apply("100"));

Function<String, Integer> str1 = Integer :: *parseInt*;

System.***out***.println(str1.apply("100"));

List<String> listOfStd = **new** ArrayList<>();

listOfStd.add("Ramesh"); listOfStd.add("Ajay");

listOfStd.add("Ajay");listOfStd.add("Vikash");

listOfStd.add("Mahesh"); listOfStd.add("Dinesh");

listOfStd.add("Seeta");listOfStd.add("Meeta");

//Retrieve all records using lambda expression

System.***out***.println("Using Lambda Express");

listOfStd.stream().forEach(v->System.***out***.print(v+" "));

System.***out***.println();

System.***out***.println("Using Method reference");

//Retrieve all records using Method reference.

listOfStd.stream().forEach(System.***out***::print);

}

}

**Spring2 Limitation : Storing the data in file base system**

**Sprint 3 : Storage file system replace by database system.**

**Database as well as Java8 Stream API**

**3nd Mini Project**

**Sprint 3**

Product 🡪 bean package

pid, pname, price,datepurchase

Pure Business Logic

ProductService -🡪 service package don’t use System.out.println🡪 in service

List/Set/Map of Product object.

addProduct() : product object as parameter

price > 500 Before calling database

Dao method call to store the records

deleteProduct() delete using Pid no business logic

updateProduct() no business logic

pid, price

displayProduct() after retrieve business logic

20% + actual price using Stream API

dispalyAllProductLowPrice() Asc Price

displayAllProductHighPrice() Des Price

displayAllProductName() Asc

displayAllProductName() Desc Using Stream API

ProductDao : dao package

DAO Layer (Pure JDBC Logic)

addProduct(Product pp) {

JDBC code to store the product

Primary key

}

deleteProduct(pid ) {

}

updateProduct(Product pp) {

}

List<Product> retrieveAllProduct() {

Using ResultSet retrieve all records and convert to object and store in List/Set/Map

}

Product table 🡪 Product class

PID pid

PName pname

PRICE price

main

Product Operation

Main Method

do {

1:Add

2:Update

3:Delete

4:DisplayAll

5: ProductNameAsc

6:ProductNameDesc

7:PriceLow

8:PriceHigh

switch(){

}

}while()

Before Java 8 to work with Date API

**Date :** Part of Util package.

This Date class contains few method to do basic operation.

To do more complex operation we were depending upon Calendar class.

Calendar is a type of abstract class.

If we want to format the date we depend up the SimpleDateFormat class part of **text** package.

Date class part of util package is **mutable** date class.

setDate() and getDate() we were using clone concept with date api not allow to change my dateOfJoinng or DateOfBirth property.

Java 8 Date

All date operation related classes kept in **time** package.

In Java8 all date classes immutable means we can’t changes actual date details.

**Multi threading :**

Program : Set of instruction to perform a specific task.

Process : time taken to execute the code or program in process.

Processor : Processor is responsible to execute the code.

Thread : Thread is a small execution of a code within a process. Thread also known as light weighted process.

Heavy : Processor is a heavy weighted means takes more memory or more resource for your machine to do the task.

Thread are light weighted process which takes less memory or less resources from your machine to do the task.

By default java is thread base programming language. Inside a main method always one default thread will execute.

Thread : Thread is a pre-defined class part of lang package. Which contains currentThread() method and it is a static method.

Thread.currentThread();

currentThread() method return type is Thread class reference.

Thread t = Thread.currentThread();

System.out.println(t); Thread[main,5,main];

main 🡪 name of the thread

5🡪 priority of the thread

main 🡪 group of the thread

Norm priority 🡪 5

Max priority 🡪10

Min priority 🡪1

We can’t set less 1 or we can’t set more than 10.

**Default Thread Demo**

**package** com;

**public** **class** DefaultThreadDetails {

**public** **static** **void** main(String[] args) {

Thread t = Thread.*currentThread*();

System.***out***.println(t);

String name = t.getName();

System.***out***.println("Name of the thread "+name);

**int** i = t.getPriority();

System.***out***.println("Priority of the thread "+i);

t.setName("My Thread");

t.setPriority(2);

System.***out***.println(t);

t.setPriority(Thread.***MAX\_PRIORITY***);

System.***out***.println(t);

t.setPriority(0);

System.***out***.println(t);

}

}

Multi tasking

1. Process base
2. Thread base

Task1 Task2 Task3

Basic concept (Creating user defined Thread)

1. Extends Thread class
2. Implements Runnable interface.

Extends thread class

1. User-defined class and extends Thread class
2. Create the thread class reference.
3. Using the reference class start(). It is a part of Thread class which help to thread to ready to start (Runnable state).
4. start() method internally call run() method. Thread class contains run() method with empty body.
5. If we want to execute any user-defined code then we have to override run() method.

**Extends Thread example**

**package** com;

**class** A **extends** Thread {

@Override

**public** **void** run() {

**for**(**int** i=0;i<10;i++) {

System.***out***.println("i="+i);

}

}

}

**class** B **extends** Thread {

@Override

**public** **void** run() {

**for**(**int** j=0;j<10;j++) {

System.***out***.println("j="+j);

}

}

}

**public** **class** ExtendsThreadClassTest {

**public** **static** **void** main(String[] args) {

// **TODO** Auto-generated method stub

A obj1 = **new** A();

B obj2 = **new** B(); // thread class reference.

obj1.start();

obj2.start(); // ready to run not running yet . Runnable state.

}

}

**Implements Runnable interface**

**package** com;

**class** C **implements** Runnable{

@Override

**public** **void** run() {

**for**(**int** i=0;i<10;i++) {

System.***out***.println("i "+i);

}

}

}

**class** D **implements** Runnable {

@Override

**public** **void** run() {

**for**(**int** j=0;j<10;j++) {

System.***out***.println("j "+j);

}

}

}

**public** **class** ImplementsRunnableInterface {

**public** **static** **void** main(String[] args) {

C obj1 = **new** C();

D obj2 = **new** D();

//obj1.start();

//obj2.start();

Thread t1 = **new** Thread(obj1); // Thread class parameterized constructor receive the parameter as Runnable interface reference.

Thread t2 = **new** Thread(obj2);

t1.start();

t2.start();

}

}

**Thread life cycle**

isAlive()

join()

sleep()

wait()

notify()

notifyAll()

Create ----------------🡪 Runnable----------🡪 running ----------🡪Destroy

obj1/obj2 obj1.start() run() i=10

t1/t2 t1.start() run() j=10

**join** This method is use join child thread to parent thread so parent thread will wait till child thread get destroy.

**Life cycle method example**

**package** com;

**class** Task1 **implements** Runnable{

@Override

**public** **void** run() {

Thread t = Thread.*currentThread*();

**for**(**int** i=0;i<10;i++) {

System.***out***.println(t+" "+i);

**try** {

Thread.*sleep*(500);

} **catch** (Exception e) {

// **TODO**: handle exception

}

}

}

}

**class** Task2 **implements** Runnable {

@Override

**public** **void** run() {

Thread t = Thread.*currentThread*();

**for**(**int** j=0;j<10;j++) {

System.***out***.println(t+" "+j);

**try** {

Thread.*sleep*(1000);

} **catch** (Exception e) {

// **TODO**: handle exception

}

}

}

}

**public** **class** ThreadLifeMethods {

**public** **static** **void** main(String[] args) **throws** Exception{

Task1 obj1 = **new** Task1();

Task2 obj2 = **new** Task2();

Thread t1 = **new** Thread(obj1);

Thread t2 = **new** Thread(obj2);

t1.setPriority(Thread.***MAX\_PRIORITY***);

t2.setPriority(Thread.***MIN\_PRIORITY***);

t1.setName("Bike 1");

t2.setName("Bike 2");

System.***out***.println("1...");

Thread.*sleep*(1000);

System.***out***.println("2...");

Thread.*sleep*(1000);

System.***out***.println("3...");

Thread.*sleep*(1000);

System.***out***.println("Game Start...");

//System.out.println("First Thread "+t1.isAlive());

//System.out.println("Second Thread "+t2.isAlive());

t1.start();

t2.start();

//t1.start();

//System.out.println("First Thread "+t1.isAlive());

//System.out.println("Second Thread "+t2.isAlive());

t1.join();

t2.join();

System.***out***.println("Game End....");

}

}

**Synchronization :** synchronization is use to achieve locking mechanism. Which help to lock or block or use all resource or particular resource for only one thread at time.

To achieve synchronization java provide synchronized keywords.

Synchronized keyword we can use with method or block.

**package** com;

**import** java.awt.print.Book;

**class** Booking **implements** Runnable{

**int** avl=1;

@Override

**public** **synchronized** **void** run() {

String name = Thread.*currentThread*().getName();

**if**(avl==1) {

System.***out***.println(name+"Got the ticket");

avl=avl-1;

}**else** {

System.***out***.println(name+"Sorry no ticket");

}

}

}

**public** **class** BookingTest {

**public** **static** **void** main(String[] args) {

Booking b1 = **new** Booking();

//Booking b2 = new Booking();

//Booking b3 = new Booking();

Thread t1 = **new** Thread(b1,"Ravi");

Thread t2 = **new** Thread(b1,"Ajay");

Thread t3 = **new** Thread(b1,"Vijay");

t1.start();

t2.start();

t3.start();

}

}

wait(), notify(), notifyAll() : Inter Thread communication.

This 3 methods belong to Object. (check why 3 method in Object class).

Wait() method is use to make the thread to wait() or suspend. Notify method is use to call back waited thread or resume suspended thread.

More than one thread must be created in same memory.

The method must be synchronized.

**Wait(), notify(), notifyAll()**

**package** com;

**class** Abc **implements** Runnable{

@Override

**public** **synchronized** **void** run() {

String name = Thread.*currentThread*().getName();

**for**(**int** i=0;i<10;i++) {

System.***out***.println(name+" "+i);

**try** {

Thread.*sleep*(1000);

**if**(name.equals("Ajay") && i==5) {

wait();

}

**if**(name.equals("Mahesh") && i==6) {

wait();

}

**if**(name.equals("Vijay") && i==2) {

notifyAll();

}

} **catch** (Exception e) {

// **TODO**: handle exception

}

}

}

}

**public** **class** WaitAndNotifyExample {

**public** **static** **void** main(String[] args) {

Abc obj1 = **new** Abc();

Thread t1 = **new** Thread(obj1, "Ajay");

Thread t2 = **new** Thread(obj1, "Vijay");

Thread t3 = **new** Thread(obj1, "Mahesh");

t1.start();

t2.start();

t3.start();

}

}

Wait(), notify() and notifyAll()

**Assignment : Consumer Producer**

Consumer and Producer : using inter thread communication

Put and Get

Pay amount and Get Ticket : Resources

Withdraw and Deposit : Amount Resources

Deposit put consumer

Withdraw get produce

Deposit put consumer

Withdraw get produce

Deposit put

Withdraw

Deposit

Withdraw
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Deadlock : When two thread try to access other thread resources which already lock by same thread in synchronized method. Both the thread are waiting to release the lock that time dead lock occurs.

**DeadLock mechanism**

class A implements Runnable {

String s1,s2;

A(String s1, String s2) {

this.s1 = s1;

this.s2=s2;

}

public void run() {

synchronized(s1) { //lock s1 java object

System.out.println("Thread1 object lock as s1"+s1);

try{

Thread.sleep(1000);

System.out.println("Thread1 is waiting for to release the resource");

}catch(Exception e){}

synchronized(s2) {

System.out.println("Thread1 object lock as s2");

}

}

}

}

class B implements Runnable {

String s1,s2;

B(String s1, String s2) {

this.s1 = s1;

this.s2=s2;

}

public void run() {

synchronized(s2) { // s2 lock

System.out.println("Thread1 object lock as s2");

try{

Thread.sleep(1000);

System.out.println("Thread2 is waiting for to release the resource");

}catch(Exception e){}

synchronized(s1) {

System.out.println("Thread1 object lock as s1");

}

}

}

}

class DeadLock {

public static void main(String args[]) {

String str1="Java";

String str2="Python";

A obj1 = new A(str1,str2);

B obj2 = new B(str1,str2);

Thread t1 = new Thread(obj1);

Thread t2 = new Thread(obj2);

t1.start();

t2.start();

}

}

**Testing :**

It is use to find the defect or bugs or error in the application.

Input keyboards, file, database, networking

Process

Output monitor, file, database, networking

Initialization or read value of a and b

Computer sum = b+b

Display the value or write the value.

public int add(int x, int y) {

int sum = x+x;

return sum;

}

**No main method :**

**Testing :**

**Black box testing : Input Output**

**White box testing : Input Process Output**

**Unit testing :** Unit means where you are writing the code it may be function or class or package or module.

The code do only one type of specific operation.

**jUnit :** jUnit is a small framework provided by third party vendor which help to do the unit testing for the Java code.

Unit concept is base upon the **assert Assumption.**

**Download the jar file from net**

**junit-4.12 or junit-4.10**

**hamcrest-all-1.3 or**

**jUnit Test Case : jUnit test case is type of class which help to do the testing or validate the function functionality depending upon the application requirements.**

**jUnit Test Suite : A jUnit Test suite is a collection of test cases that grouped for test execution.**

**3nd Mini Project**

**Sprint 3**

Product 🡪 bean package

pid, pname, price,datepurchase

Pure Business Logic

ProductService -🡪 service package don’t use System.out.println🡪 in service

List/Set/Map of Product object.

addProduct() : product object as parameter

price > 500 Before calling database

Dao method call to store the records

deleteProduct() delete using Pid no business logic

updateProduct() no business logic

pid, price

displayProduct() after retrieve business logic

20% + actual price using Stream API

dispalyAllProductLowPrice() Asc Price

displayAllProductHighPrice() Des Price

displayAllProductName() Asc

displayAllProductName() Desc Using Stream API

ProductDao : dao package

DAO Layer (Pure JDBC Logic)

addProduct(Product pp) {

JDBC code to store the product

Primary key

}

deleteProduct(pid ) {

}

updateProduct(Product pp) {

}

List<Product> retrieveAllProduct() {

Using ResultSet retrieve all records and convert to object and store in List/Set/Map

}

Product table 🡪 Product class

PID pid

PName pname

PRICE price

main

Product Operation

Main Method

do {

1:Add

2:Update

3:Delete

4:DisplayAll

5: ProductNameAsc

6:ProductNameDesc

7:PriceLow

8:PriceHigh

switch(){

}

}while()

DAO and Service layer

Data Access Object : Pure database logic.

1. If we change form one database to another database. Then query get change.
2. Predefined function in database are different.

Service Layer : Pure business Logic

Server Layer

1. Store records in table after condition satisfied
2. After retrieve records from database apply conditions on data.
3. Before store and after retrieve apply condition .
4. Depending upon on table configuration do operation on another tables.
5. Some time don’t want to condition as of now. It can implement in future.
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